# **Абстрактные типы данных**

**Абстракция** - разделение и независимость интерфейса и реализации.

**Интерфейс** - средство взаимодействия с объектом.

**Реализация** - внутреннее свойство объекта.

Абстракция с помощью модульности обязывает скрывать детали реализации, предотвращая ее умышленное или случайное изменение. Интерфейс и реализация должны быть максимально независимы друг от друга, т.е. изменение кода функций класса не должно изменять интерфейс. Различают процедурную абстракцию и абстракцию данных. Процедурная абстракция требует раздельного рассмотрения назначения процедуры (например, функции С/С++) и ее реализации. Абстракция данных требует раздельного рассмотрения операций над данными и реализации этих операций. Достаточно знать, какие операции выполняет модуль (функция С/С++), но не требуется знать, какие данные он при этом использует (они скрыты) и как в действительности выполняются эти операции

# **Базовые принципы объектно-ориентированного программирования**

ООП основывается на трех основных концепциях: **инкапсуляции**, **полиморфизме** и **наследовании**

**Инкапсуляция** - механизм, связывающий вместе данные и код, обрабатывающий эти данные, и сохраняющий их от внешнего воздействия и ошибочного использования. Инкапсуляция позволяет создавать объект, являющийся логическим целым, включающим данные и код для работы с этими данными. Объект обеспечивает защиту против модификации частных (private) составляющих его членов. Закрытые данные или методы доступны только для других частей этого объекта и недоступны вне его.

**Полиморфизм** обеспечивает возможность реагировать различным образом на одно и то же сообщение (вызов функции-члена). Поддержка полиморфизма в ООП осуществщ+яется через виртуальные функции и механизм перегрузки и переопределения. Ключевым в понимании полиморфизма является то, что он позволяет манипулировать объектами различной степени сложности путем создания общего для них стандартного интерфейса для реализации похожих действий.

**Наследование** представляет собой механизм, благодаря которому новый (производный) класс может создаваться, наследуя свойства от уже существующего (базового) класса. Новый класс, используя наследование, нуждается только в определении специфических только для этого класса компонент. Может быть одиночным и множественным.

**Передача сообщений**: программы представляются в виде набора объектов и передачи сообщений между ними.

class ***Base***

{private:

int variable;

public:

virtual void PrintInfo()

{ cout << "Base." << endl; }

int GetVariable()

{ return variable; }

void SetVariable(int variable)

{ this->variable = variable; }};

class ***Derived*** : public Base

{public:

virtual void PrintInfo() override

{ cout << "Derived." << endl; }};

void ***main***()

{ Base obj1; Derived obj2; Base\* p; p = &obj1; p->PrintInfo(); p = &obj2; p->PrintInfo(); cout << obj1.GetVariable();}

# **Основные достоинства языка С++**

Язык С++ основывается на языке С, сохраняя большую часть возможностей языка С и расширяя их новыми, ориентированными на реализацию идей ООП. Язык С++ является мобильным и легко переносимым языком. Получаемый программный код обладает высоким быстродействием и компактными размерами.

# **Особенности языка С++**

Необходимо четко представлять, что достоинство языка С++ состоит не в добавлении в С новых типов, операций и т.д., а в возможности поддержки объектно-ориентированного подхода к разработке программ.

# **Ключевые слова**

Язык С++ расширяет множество ключевых слов, принятых в языке С, следующими ключевыми словами: class, new, inline, try, private, delete, operator, catch, public, this, template, throw, protected, friend, virtual

# **Константы и переменные**

В С++ односимвольные константы (данные, не изменяющие своего значения) имеют тип char, в то же время в С++ поддерживается возможность работы с двухсимвольными константами типа int: ’aB’ , ’\n\t’ . При этом первый символ располагается в младшем байте, а второй − в старшем.

const int x = 22; x = 78; const float pi = 3.14;

# **Операции**

В языке С++ введены следующие новые операции:

**::** − операция разрешения контекста;

**.\*** и **->\*** − операции обращения через указатель к компоненте класса;

**new** и **delete** − операции динамического выделения и освобождения памяти.

# **Типы данных**

В С++ поддерживаются все типы данных, предопределенные в С. Кроме того, введено несколько новых типов данных: классы, ссылки, bool, auto.

**Ссылки** расширяют и упрощают используемую в С передачу аргументов в функцию: по значению и по адресу.

**bool**: логический тип. Может принимать одну из двух значений true (истина) и false (ложь).

Иногда бывает трудно определить тип выражения. И согласно последним стандартам можно предоставить компилятору самому выводить тип объекта. И для этого применяется спецификатор **auto**. При этом если мы определяем переменную со спецификатором auto, эта переменная должна быть обязательно инициализирована каким-либо значением: auto number = 5;

# **Передача аргументов в функцию по умолчанию**

В С++ поддерживается возможность задания некоторого числа аргумен-тов по умолчанию. Это означает, что в заголовке функции некоторым параметрам при их описании присваиваются значения. При вызове данной функции число фактических параметров может быть меньше числа формальных параметров. В этом случае принимается умалчиваемое значение соответствующего параметра. Например:

#include <iostream>

using mamespace std;

int sm(int i1, int i2, int i3=0, int i4=0)

{ cout<<i1<<’ ’<<i2<<’ ’<<i3<<’ ’<<i4<<’ ’;

return i1+i2+i3+i4; }

int main()

{ cout <<"сумма = "<< sm(1,2) << endl;

cout <<"сумма = "<< sm(1,2,3) << endl;

cout << "сумма = "<< sm(1,2,3,4) << endl;

return 0; }

Результатом работы программы будет:

1 2 0 0 сумма = 3

1 2 3 0 сумма = 6

1 2 3 4 сумма = 10

Описание параметров по умолчанию должно находиться в конце списка формальных параметров (в заголовке функции). Задание параметров по умолчанию может быть выполнено только в прототипе функции или при его отсутствии в заголовке функции.

# **Простейший ввод и вывод**

В С++ ввод и вывод данных производится потоками байт. Поток (последовательность байт) − это логическое устройство, которое выдает и принимает информацию от пользователя и связано с физическими устройствами ввода-вывода. При операциях ввода байты направляются от устройства в основную память. В операциях вывода – наоборот.

Имеется четыре потока (связанных с ними объекта), обеспечивающих ввод и вывод информации и определенных в заголовочном файле iostream.h:

cin − поток стандартного ввода;

cout − поток стандартного вывода;

cerr − поток стандартной ошибки;

clog − буферизируемый поток стандартных ошибок.

# **Объект cin**

Для ввода информации с клавиатуры используется объект cin. Формат записи cin имеет следующий вид:

cin [>>имя\_переменной];

Объект cin имеет некоторые недостатки. Необходимо, чтобы данные вводились в соответствии с форматом переменных, что не всегда может быть гарантировано. Например:

int a;

cin>>a;

# **Объект cout**

Объект cout позволяет выводить информацию на стандартное устройство вывода – экран. Формат записи cout имеет следующий вид:

сout << data [ << data];

data − это переменные, константы, выражения или комбинации всех трех типов.

Простейший пример применения cout − это вывод, например, символьной строки:

cout << ”объектно-ориентированное программирование ”;

cout << ”программирование на С++”.

Надо помнить, что cout не выполняет автоматический переход на новую строку после вывода информации. Для перевода курсора на новую строку надо вставлять символ ’\n’ или манипулятор endl. cout << ”объектно-ориентированное программирование \n”;

cout << ”программирование на С++”<<endl;

Для управления выводом информации используются манипуляторы.

# **Манипуляторы ввода/вывода**

Для форматирования выводимой информации используются манипуляторы. Описания для стандартных манипуляторов включены в файл iomanip.h Манипуляторы dec, hex и oct используются для вывода числовой информации в десятичном, шестнадцатеричном или восьмеричном представлении.

Применение их можно видеть на примере следующей программы:

#include <iostream> using namespace std;

int main()

{ int a=0x11, b=4, // целые числа: шестнадцатеричное и десятичное c=051, d=8, // восьмеричное и десятичное i,j;

i=a+b;

j=c+d;

cout << i <<' ' <<hex << i <<' '<<oct << i <<' ' <<dec << i <<endl;

cout <<hex << j <<' ' << j <<' '<<dec << j <<' ' << oct << j <<endl;

return 0;}

В результате выполнения программы на экран будет выведена следующая информация:

21 15 25 21 31 31 49 61

Манипуляторы изменяют значение некоторых переменных в объекте cout. Эти переменные называются флагами состояния. Когда объект cout посылает данные на экран, он проверяет эти флаги.

Рассмотрим манипуляторы, позволяющие выполнять форматирование выводимой на экран информации:

#include <iostream> #include <iomanip> using namespace std;

int main() { int a=0x11;

double d=12.362;

cout << setw(4) << a << endl;

cout << setw(10) << setfill('\*') << a << endl;

cout << setw(10 ) << setfill(' ') << setprecision(3) << d << endl;

return 0; }

Результат работы программы:

17 \*\*\*\*17 12.4

В приведенной программе использованы манипуляторы setw(), setfill(' ') и setprecision(). Синтаксис их показывает, что это функции. На самом деле это компоненты-функции, позволяющие изменять флаги состояния объекта cout. Для их использования необходим заголовочный файл iomanip.h. Функция setw(4) обеспечивает вывод значения переменной a в четы-ре позиции. Функция setfil(’символ’) заполняет пустые позиции символом. Функция setprecision(n) обеспечивает вывод числа с плавающей запятой с точностью до n знаков после запятой (при необходимости производится округление дробной части). Если при этом не установлен формат вывода с плавающей запятой, то точность указывает общее количество значащих цифр. Заданная по умолчанию точность − шесть цифр. Таким образом, функции имеют следующий формат:

setw(количество\_позиций\_для\_вывода\_числа) setfil(символ\_для\_заполнения\_пустых\_позиций)

setprecision (точность\_при\_выводе\_дробного\_числа)

Наряду с перечисленными выше манипуляторами в С++ используются также манипуляторы setiosflags() и resetiosflags() для установки определенных глобальных флагов, используемых при вводе и выводе информации. На эти флаги ссылаются как на переменные состояния. Функция setiosflags() устанавливает указанные в ней флаги, а resetiosflags() очищает их.

Пример программы, в которой использованы манипуляторы:

#include <iostream> #include <iomanip> using namespace std;

int main() { char s[]="БГУИР факультет КСиС"; cout << setw(30) << setiosflags(ios::right) << s << endl; cout << setw(30) << setiosflags(ios::left) << s << endl; }

Результат работы программы:

БГУИР факультет КСиС БГУИР факультет КСиС

Наряду с манипуляторами setiosflags() и resetiosflags(), для того чтобы установить или сбросить некоторый флаг, могут быть использованы функции класса ios setf() или unsetf(). Например:

#include <iostream> using namespace std;

#include <string.h> int main() { char \*s="Я изучаю С++";

cout.setf(ios::uppercase | ios::showbase | ios::hex);

cout << 88 << endl;

cout.unsetf(ios::uppercase);

cout << 88 << endl;

cout.unsetf(ios::uppercase | ios::showbase | ios::hex);

cout.setf(ios::dec);

int len = 10 + strlen(s);

cout.width(len); cout << s << endl; cout << 88 << " hello C++ " << 345.67 << endl;

return 0; }

Результат работы программы:

0X58 0x58 Я изучаю С++ 88 hello C++ 345.67

# **Операторы для динамического выделения и освобождения памяти (new и delete)**

Различают два типа памяти: статическую и динамическую. В статической памяти размещаются локальные и глобальные данные при их описании в функциях. Для временного хранения данных в памяти используется динамическая память, или heap. Размер этой памяти ограничен, и запрос на динамическое выделение памяти может быть выполнен далеко не всегда.

Для работы с динамической памятью в языке С использовались функции calloc, malloc, realloc, free и др. В С++ для операций выделения и освобождения памяти можно также использовать встроенные операторы new и delete.

Оператор new имеет один операнд. Оператор имеет две формы записи:

[::] new [(список\_аргументов)] имя\_типа [(инициализирующее\_значение)]

[::] new [(список\_аргументов)] (имя\_типа) [(инициализирующее\_значение)]

В простейшем виде оператор new можно записать:

new имя\_типа или new (имя\_типа)

Оператор new возвращает указатель на объект типа «имя\_типа», для которого выполняется выделение памяти. Например:

char \*str; // str – указатель на объект типа char str=new char; // выделение памяти под объект типа char или str=new (char);

В качестве аргументов можно использовать как стандартные типы данных, так и определенные пользователем. В этом случае именем типа будет имя структуры или класса. Если память не может быть выделена, оператор new возвращает значение NULL.

Оператор new позволяет выделять память под массивы. Он возвращает указатель на первый элемент массива в квадратных скобках. Например:

int \*n; // n – указатель на целое

n=new int[20]; // выделение памяти для массива

При выделении памяти под многомерные массивы все размерности кроме крайней левой должны быть константами. Первая размерность может быть задана переменной, значение которой к моменту использования new известно пользователю, например:

int \*n; // n – указатель на целое

n=new int[20]; // выделение памяти для массива

k=3;

int \*p[]=new int[k][5]; // ошибка cannot convert from 'int (\*)[5]' to 'int \*[]'

int (\*p)[5]=new int[k][5]; // верно

При выделении памяти под объект его значение будет неопределенным.

Однако объекту можно присвоить начальное значение.

int \*a = new int (10234);

Этот параметр нельзя использовать для инициализации массивов. Однако на место инициализирующего значения можно поместить через запятую список значений, передаваемых конструктору при выделении памяти под массив (массив новых объектов, заданных пользователем). Память под массив объектов может быть выделена только в том случае, если у соответствующего класса имеется конструктор, заданный по умолчанию.

class matr

{ int a; float b;

public:

matr(){}; // конструктор по умолчанию

matr(int i,float j): a(i),b(j) {}

~matr(){}; };

int main()

{ matr mt(3,.5);

matr \*p1=new matr[2]; // верно р1 − указатель на 2 объекта

matr \*p2=new matr[2] (2,3.4); // неверно, невозможна инициализация

matr \*p3=new matr (2,3.4); // верно р3 – инициализированный объект }

Следует отметить, что в примере конструктор по умолчанию требуется при использовании оператора new matr[2], т.е. создании массива объектов.

Оператор new вызывает функцию operator new().

Аргумент имя\_типа используется для автоматического вычисления размера памяти sizeof(имя\_типа), т.е. инструкция типа new имя\_типа приводит к вызову функции:

operator new(sizeof(имя\_типа));

Доопределение оператора new позволяет расширить возможности выделения памяти для объектов (их компонент) данного класса.

Создание объекта с помощью операции new вызывает также выполнение конструктора для этого объекта. Если в new не указан список инициализации либо он пуст, то выполняется конструктор по умолчанию (default), который будет рассмотрен ниже. Если имеется непустой список инициализации, то выполняется тот конструктор, для которого этот список соответствует списку аргументов. При создании массива выполняется стандартный конструктор для каждого элемента.

Отметим преимущества использования оператора new перед использованием malloc():

- оператор new автоматически вычисляет размер необходимой памяти.

Не требуется использование оператора sizeof(). При этом он предотвращает выделение неверного объема памяти;

- оператор new автоматически возвращает указатель требуемого типа (не требуется использование оператора преобразования типа);

- имеется возможность инициализации объекта;

- можно выполнить перегрузку оператора new (delete) глобально или по отношению к тому классу, в котором он используется.

Для разрушения объекта, созданного с помощью оператора new, необходимо использовать в программе оператор delete.

Оператор delete имеет две формы записи:

[::] delete переменная\_указатель // для указателя на один элемент

[::] delete [] переменная\_указатель // для указателя на массив

Единственный операнд в операторе delete должен быть указателем, возвращаемым оператором new. Если оператор delete применить к указателю, полученному не посредством оператора new, то результат будет непредсказуем.

Использование оператора delete вместо delete[] по отношению к указате-лю на массив может привести к логическим ошибкам. Таким образом, освобождать память, выделенную для массива, необходимо оператором delete [], а для отдельного элемента − оператором delete. #include <iostream> using mamespace std;

class A { int i; // компонента-данное класса А public:

A(){} // конструктор класса А

~A(){} // деструктор класса А };

int main()

{ A \*a,\*b; // описание указателей на объект класса А

float \*c,\*d; // описание указателей на элементы типа float

a=new A; // выделение памяти для одного объекта класса А

b=new A[3]; // выделение памяти для массива объектов класса А

c=new float; // выделение памяти для одного элемента типа float

d=new float[4]; // выделение памяти для массива элементов типа float

delete a; // освобождение памяти, занимаемой одним объектом

delete [] b; // освобождение памяти, занимаемой массивом объектов

delete c; // освобождение памяти одного элемента типа float

delete [] d; // освобождение памяти массива элементов типа float }

При удалении объекта оператором delete вначале вызывается деструктор этого объекта, а потом освобождается память. При удалении массива объектов с помощью операции delete[] деструктор вызывается для каждого элемента массива.

# **Объекты**

Объект С++ − абстрактное описание некоторой сущности.

Свойства объекта: состояние и поведение, которые однозначно идентифицируют объект.

Состояние объекта объединяет все его поля данных (статическая компонента) и текущие значения каждого из этих полей (динамическая компонента).

Поведение объекта определяет, как объект изменяет свои состояния и взаимодействует с другими объектами. Идентификация объекта позволяет выделить объект из числа других объектов.

Процедурный подход к программированию предполагает разработку взаимодействующих подпрограмм, реализующих некоторые алгоритмы. Объектно-ориентированный подход представляет программы в виде взаимодействующих объектов. Взаимодействие объектов осуществляется посредством сообщений. Под передачей сообщения объекту понимается вызов некоторой функции (компонента этого объекта).

Говоря об объекте, можно выделить две его характеристики: интерфейс и реализацию.

Интерфейс показывает, как объект общается с внешней средой. Он может быть ассоциирован с окном, через которое можно заглянуть внутрь объекта и получить доступ к функциям и данным объекта.

Все данные делятся на локальные и глобальные. Локальные данные недоступны (через окно). Доступ к ним и их модификация возможна только из компонент-функций этого объекта. Глобальные данные видны и модифицируемы через окно (извне). Для активизации объекта ему посылается сообщение. Сообщение проходит через окно и активизирует некоторую глобальную функцию. Тип сообщения определяется именем функции и значениями передаваемых аргументов. Локальные функции (за некоторым исключением) доступны только внутри класса.

Говоря о реализации объекта, мы подразумеваем особенности реализации функций соответствующего класса (особенности алгоритмов и кода функций).

Объект включает в себя все данные, необходимые, чтобы описать сущность, и функции или методы, которые манипулируют этими данными.

# **Понятие класса**

Класс – это множество объектов, имеющих общую структуру и поведение.

Основная идея: разделение интерфейса и реализации

По синтаксису класс аналогичен структуре. Класс определяет новый тип данных, объединяющих данные и код (функции обработки данных), и используется для описания объекта.

Реализация сокрытия информации происходит с помощью компонент: **public**, **private** (по умолчанию), **protected**.

Все переменные, объявленные с использованием ключевого слова public, являются доступными для всех функций в программе. Частные (private) данные доступны только в функциях, описанных в данном классе. Этим обеспечивается принцип инкапсуляции (пакетирования).

В общем случае доступ к объекту из остальной части программы осуществляется с помощью функций со спецификатором доступа public.

Знак **::** называется областью действия оператора. Он используется для информирования компилятора о том, что описываемая функция (в примере это summ) принадлежит классу, имя которого расположено слева от знака ::.

class kls

{ int sm; // по умолчанию для класса предполагается

int m[5]; // атрибут private

public:

void inpt(int); // прототип функции ввода данных

int summ(); // прототип функции summ };

void kls::inpt(int i) // описание функции inpt

{ cin >> m[i]; }

int kls::summ() // описание функции summ

{ sm=0; // инициализация компоненты sm класса

for(int i=0; i<5; i++) sm+=m[i];

return sm; }

В приведенном примере описан класс, для которого задан пустой список объектов. В функции main() объявлены два объекта описанного класса. При описании класса в него включаются прототипы функций для обработки данных класса. Текст самой функции может быть записан как внутри описания класса

(функция inpt()), так и вне его (функция summ()).

# **Конструктор с параметрами, конструктор по умолчанию**

В языке С++ имеется возможность одновременно с описанием (созданием) объекта выполнять и его инициализацию. Эти действия выполняются специальной функцией, принадлежащей этому классу. Эта функция носит специальное название: конструктор. Название этой функции всегда должно совпадать с именем класса, которому она принадлежит. **Конструктор** представляет собой обычную функцию, имя которой совпадает с именем класса, в котором он объявлен и используется. Он никогда не должен возвращать никаких значений. Количество и имена фактических параметров в описании функции конструктора зависят от числа полей, которые будут инициализированы при объявлении объекта (экземпляра) данного класса. Например: class A{ int a,b; A(int a1,int a2){ a=a1; b=b1; } }

Наряду с перечисленными выше формами записи конструктора существует конструктор, либо не имеющий параметров, либо все аргументы которого заданы по умолчанию – конструктор по умолчанию.

Каждый класс может иметь только один конструктор по умолчанию. Более того, если при объявлении класса в нем отсутствует явно описанный конструктор, то компилятором автоматически генерируется конструктор по умолчанию. Конструктор по умолчанию используется при создании объекта без инициализации его, а также незаменим при создании массива объектов. Если при этом конструкторы с параметрами в классе есть, а конструктора по умолчанию нет, то компилятор зафиксирует синтаксическую ошибку.

Отметим основные свойства и правила использования конструкторов:

- конструктор – функция, имя которой совпадает с именем класса, в кото-

ром он объявлен;

конструктор предназначен для создания объекта (массива объектов) и инициализации его компонент-данных;

- конструктор вызывается, если в описании используется связанный с ним тип:

class cls{ . . . };

int main()

{ cls aa(2,.3); // вызывает cls :: cls(int,double)

extern cls bb; // объявление, но не описание, конструктор не вызывается }

- конструктор по умолчанию не требует никаких параметров;

- если класс имеет члены, тип которых требует конструкторов, то он может иметь их определенными после списка параметров для собственного конструктора. После двоеточия конструктор имеет список обращений к конструкторам типов, перечисленным через запятую;

- если конструктор объявлен в private-секции, то он не может быть явно

вызван (из main функции) для создания объекта класса.

{ int m;

char st[20];

public:

stroka(char \*st); // конструктор

~stroka(); // деструктор

void out(char);

int poisk(char); };

stroka::stroka(char \*s)

{ cout << "\n работает конструктор";

strcpy(st,s); }

stroka::~stroka(void)

{cout << "\n работает деструктор";}

void stroka::out(char c)

{ cout << "\n символ " << c << " найден в строке "<< st<<m<<” раз”; }

int stroka::poisk(char c)

{ m=0;

for(int i=0;st[i]!='\0';i++)

if (st[i]==c) m++;

return m;

Все функции-компоненты класса stroka объявлены со спецификатором

public и, следовательно, являются глобальными и могут быть вызваны из функции main() . Вызов функции осуществляется с использованием префикса str.

str.poisk(c);

str.out(c);

# **Деструктор**

Противоположным по отношению к конструктору является деструктор − функция, приводящая к разрушению объекта соответствующего класса и возвращающая системе область памяти, выделенную конструктором. Деструктор имеет имя, аналогичное имени конструктора, но перед ним ставится знак ~: ~kls(void){} или ~kls(){} // функция-деструктор.

Далее выделим основные правила использования деструкторов:

- имя деструктора совпадает с именем класса, в котором он объявлен с

префиксом ~;

- деструктор не возвращает значения (даже типа void);

- деструктор не наследуется в производных классах;

- деструктор не имеет параметров (аргументов);

- в классе может быть только один деструктор;

- деструктор может быть виртуальным (виртуальной функцией);

- невозможно получить указатель на деструктор (его адрес);

- если деструктор отсутствует в описании класса, то он автоматически ге-

нерируется компилятором (с атрибутом public);

- библиотечная функция exit вызывает деструкторы только глобальных

объектов;

- библиотечная функция abort не вызывает никакие деструкторы.

# **Конструктор копирования**

Необходимость использования конструктора копирования вызвана тем, что объекты наряду со статическими могут содержать и динамические данные. В то же время, например, при передаче объекта в качестве параметра функции в ней создается локальная (в пределах функции) копия этого объекта. При этом указатели обоих объектов будут содержать один и тот же адрес области памяти. При выводе локального объекта из поля видимости функции для его разрушения вызывается деструктор. В функцию деструктора входит также освобождение динамической памяти, адрес которой содержит указатель. При окончании работы программы (при вызове деструкторов) производится повторная попытка освободить уже освобожденную ранее память. Это приводит к ошибке. Для устранения этого в класс необходимо добавить конструктор копирования, который в качестве единственного параметра получает ссылку на объект класса. Общий вид конструктора копирования имеет следующий вид: имя\_класса (const имя\_класса & );

Пример: String::String(const String& other)

{size = other.size;

ss = new char[size + 1]; strcpy\_s(ss,size+1,other.ss);}

Следует также отметить, что конструктор копирования вызывается в случае, если локальный объект в функции должен быть возвращен, используя оператор return. В этом случае происходит его копирование во временный объект и вызов деструктора. Временный объект возвращается в точку вызова функции.

class cls

{ char \*str;

int dl;

// . . . другие данные класса

public:

cls (); // конструктор по умолчанию

cls(cls &); // копирующий конструктор

~cls(); // деструктор

// . . . другие методы класса };

cls::cls ()

{ dl=10;

str=new char[dl]; }

cls::cls(cls & obj1) // копирующий конструктор из obj1 в obj

{ dl=obj1.dl; // копирование длины строки

str=new char[dl]; // выделение памяти “под” строку длиной dl

strcpy(str,obj1.str); // копирование строки }

cls::~cls()

{ delete [] str;

cout<<"деструктор"<<endl; }

void fun(cls obj1)

{ // код функции

cout<<" выполняется функция "<<endl; }

void main(void)

{ cls obj;

fun(obj);

Если для класса конструктор копирования явно не описан, то компилятор

сгенерирует его. При этом значения компоненты-данного одного объекта будут

скопированы в компоненту-данное другого объекта

# **Конструктор explicit**

В С++ компилятор для конструктора с одним аргументом может автоматически выполнять неявные преобразования. В результате этого тип, получаемый конструктором, преобразуется в объект класса, для которого определен данный конструктор.

#include <iostream>

using namespace std;

class array // класс-массив целых чисел

{ int size; // размерность массива

int \*ms; // указатель на массив

public: array(int = 1); ~array();

friend void print(const array&); };

array::array(int kl) : size(kl)

{ cout<<"работает конструктор"<<endl;

ms=new int[size]; // выделение памяти для массива

for(int i=0; i<size; i++) ms[i]=0; // инициализация }

array::~array()

{ cout<<"работает деструктор"<<endl;

delete [] ms; }

void print(const array& obj)

{ cout<<"выводится массив размерностью"<<obj.size<<endl;

for(int i=0; i<obj.size;i++)

cout<<obj.ms[i];

cout<<endl; }

void main()

{ array obj(10);

print(obj); // вывод содержимого объекта

obj print(5); // преобразование 5 в array и вывод }

В результате выполнения программы получим:

работает конструктор выводится массив размерностью 10

0 0 0 0 0 0 0 0 0 0

работает конструктор

выводится массив размерностью 5

0 0 0 0 0

работает деструктор

работает деструктор

В данном примере в инструкции:

array obj(10);

определяется объект obj и для его создания (и инициализации) вызывается конструктор array(int). Далее в инструкции:

print(obj); // вывод содержимого объекта obj

выводится содержимое объекта obj, используя friend-функцию print(). При выполнении инструкции:

print(5); // преобразование 5 в array и вывод

компилятором не находится функция print(int) и выполняется проверка на наличие в классе array конструктора, способного выполнить преобразование в объект класса array. Так как в классе array имеется конструктор array(int), а точнее, просто конструктор с одним параметром, то такое преобразование возможно (создается временный объект, содержащий массив из пяти чисел).

В некоторых случаях такие преобразования являются нежелательными или, возможно, приводящими к ошибке. В С++ имеется ключевое слово explicit для подавления неявных преобразований. Конструктор, объявленный как explicit:

explicit array(int = 1);

не может быть использован для неявного преобразования. В этом случае компилятором (в частности Microosft C++) будет выдано сообщение об ошибке:

Compiling...

error C2664: 'print' : cannot convert parameter 1 from 'const int' to 'const class array &' Reason: cannot convert from 'const int' to 'const class array'

No constructor could take the source type, or constructor overload resolution was ambiguous

Если необходимо при использовании explicit-конструктора все же создать массив и передать его в функцию print, то надо использовать инструкцию

print(array(5));

Правильно сконструировав классы, можно достичь, чтобы создание объектов было разрешено, а нежелательные неявные преобразования типов запрещены. Рассмотрим пример, в котором целочисленный размер массива может быть передан в качестве параметра конструктору и недопустимы преобразования целых чисел во временный объект.

class array // класс-массив целых чисел

{ public:

class array\_size // класс-размер массива

{ public:

array\_size(int \_kl):kl(\_kl){}

int size() const { return kl;}

private:

int kl; };

array(int n,int m) { this->n=n;

ms=new int[this->n];

for(int i=0;i<this->n;i++) ms[i]=m; }

array(array\_size \_size)

{ n=\_size.size();

ms=new int[n]; }

~array(){ delete [] ms;}

private:

int n;

int \*ms; };

main()

{ array a(1); . . . };

Компилятор для объекта a генерирует вызов конструктора array(int). Но такого конструктора не существует. Компиляторы могут преобразовать аргумент типа int во временный объект array\_size, поскольку в классе array\_size имеется конструктор с одним параметром. Это обеспечивает успешное создание объекта.

# **21. Указатель this**

В памяти для каждого располагаемого объекта создается скрытый указатель, адресующий начало выделенной под объект области памяти. Получить значение этого указателя в компонентах-функциях можно посредством ключевого слова this. Для любой функции, принадлежащей классу my\_class, указатель this неявно объявлен так: my\_class \*const this;

m\_cl \* m\_cl::inpt() // функция ввода

{ for(int i=0;i<3;i++) cin >> a[i];

return this; // возврат скрытого указателя this} // (адреса начала объекта)

Отметим основные **правила** использования this-указателей:

- каждому объявляемому объекту соответствует свой скрытый this указатель;

- this-указатель может быть использован только для нестатической функции;

- this указывает на начало своего объекта в памяти;

- this не надо дополнительно объявлять;

- this передается как скрытый аргумент во все нестатические (не имеющие спецификатора static) компоненты-функции своего объекта;

- указатель this − локальная переменная и недоступна за пределами объекта;

- обращаться к скрытому указателю можно this или \*this
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class m\_cl

{ int a[3];

public:

m\_cl srt(); // функция упорядочивания информации в массиве

m\_cl \*inpt(); // функция ввода чисел в массив

void out(); // вывод информации о результате сортировки };

m\_cl m\_cl::srt() // функция сортировки

{ for(int i=0;i<2;i++)

for(int j=i;j<3;j++)

if (a[i]>a[j]) {a[i]=a[i]+a[j]; a[j]=a[i]-a[j]; a[i]=a[i]-a[j];}

return \*this; // возврат содержимого объекта, на который } // указывает указатель this

m\_cl \* m\_cl::inpt() // функция ввода

{ for(int i=0;i<3;i++)

cin >> a[i];

return this; // возврат скрытого указателя this } // (адреса начала объекта)

void m\_cl::out()

{ cout << endl;

for(int i=0;i<3;i++)

cout << a[i] << ' '; }

main()

{ m\_cl o1,o2; // описание двух объектов класса m\_cl

o1.inpt()->srt().out(); // вызов компонент-функций первого объекта

o2.inpt()->srt().out(); // вызов компонент-функций второго объекта

return 1; }

Вызов компонент-функций для каждого из созданных объектов осущест-

вляется

o1.inpt()->srt().out

# **Встроенные функции (спецификатор inline)**

В ряде случаев в качестве компонент класса используются достаточно простые функции. Вызов функции означает переход к памяти, в которой расположен выполняемый код функции. Команда перехода занимает память и требует времени на ее выполнение, что иногда существенно превышает затраты памяти на хранение кода самой функции. Для таких функций целесообразно поместить код функции вместо выполнения перехода к функции. В этом случае при выполнении функции (обращении к ней) выполняется сразу ее код. Функции с такими свойствами являются встроенными. Т.е. если описание компоненты функции включается в класс, то такая функция называется встроенной. Например:

{ class stroka

char str[100];

public:

……..

int size()

{ for (int i=0; \*(str+i); i++);

return i; }};

В описанном примере функция size() – встроенная. Если функция, объявленная в классе, а описанная за его пределами, должна быть встроенной, то она описывается со спецификатором inline:

class stroka

{ char str[100];

public:

……..

int size(); };

inline int stroka ::size()

{ for(int i=0; str[i]; i++);

return i; }

Спецификация inline может быть проигнорирована компилятором, поскольку иногда введение встроенных функций оказывается невозможным или нежелательным.

# **Организация внешнего доступа к локальным компонентам класса (спецификатор friend)**

Основное правило ООП – данные объекта защищены от воздействий извне и доступ к ним можно получить только с помощью методов объекта. Но бывают такие случаи, когда нам необходимо организовать доступ к данным объекта, не используя его функции. Конечно, можно добавить новую public-функцию к классу для получения прямого доступа к внутренним переменным. Однако в большинстве случаев интерфейс объекта реализует определенные операции, и новая функция может оказаться излишней. В то же время иногда возникает необходимость организации прямого доступа к внутренним (локальным) данным двух разных объектов из одной функции. При этом в С++ одна функция не может быть компонентой двух различных классов. Для реализации этого в С++ введен спецификатор friend. Если некоторая функция определена как friend-функция для некоторого класса, то она:

- не является компонентой-функцией этого класса;

- имеет доступ ко всем компонентам этого класса (private, public и protected).

Ниже рассматривается пример, когда внешняя функция получает доступ к внутренним данным класса.

#include <iostream> using namespace std;

class kls { int i,j;

public: kls(int i,int J) : i(I),j(J) {} // конструктор int max() {return i>j? i : j;} // функция-компонента класса kls friend double fun(int, kls&); // friend-объявление внешней функции fun };

double fun(int i, kls &x) // внешняя функция { return (double)i/x.i;

} main() { kls obj(2,3);

cout << obj.max() << endl;

сout << fun(3,obj) << endl;

return 1;}

Функции со спецификатором friend, не являясь компонентами класса, не имеют и, следовательно, не могут использовать this-указатель. Следует также отметить ошибочность следующей заголовочной записи функции double kls :: fun(int i,int j), так как fun не является компонентой-функцией класса kls.

В общем случае friend-функция является глобальной независимо от секции, в которой она объявлена (public, protected, private), при условии, что она не объявлена ни в одном другом классе без спецификатора friend. Функция friend, объявленная в классе, может рассматриваться как часть интерфейса класса с внешней средой.

Вызов компоненты-функции класса осуществляется с использованием операции доступа к компоненте (.) или (->). Вызов же friend-функции производится по ее имени (так как friend-функции не являются компонентами класса). Следовательно, как это будет показано далее, в friend-функции не передается this-указатель и доступ к компонентам класса выполняется либо явно (.), либо косвенно (->).

Компонента-функция одного класса может быть объявлена со спецификатором friend для другого класса:

class X{ ……….

void fun (….); };

class Y{ ……….

friend void X:: fun (….); };

В приведенном фрагменте функция fun() имеет доступ к локальным ком-понентам класса Y. Запись вида friend void X:: fun (….) говорит о том, что функ-ция fun принадлежит классу Х, а спецификатор friend разрешает доступ к ло-кальным компонентам класса Y (так как она объявлена со спецификатором в классе Y).

Ниже приведен пример программы расчета суммы двух налогов на зарплату.

#include <iostream>

#include <iomanip.h>

using namespace std;

#include <string.h> class nalogi; // неполное объявление класса nalogi

class work { char s[20]; // фамилия работника

int zp; // зарплата

public:

float raschet(nalogi); // компонента-функция класса work

void inpt()

{ cout << "вводите фамилию и зарплату" << endl;

cin >> s >>zp;

} work(){}

~work(){}; };

class nalogi {

float pd, // подоходный налог

st; // налог на соцстрахование

friend float work::raschet(nalogi); // friend-функция класса nalogi

public:

nalogi(float f1,float f2) : pd(f1),st(f2){};

~nalogi(void){}; };

float work::raschet(nalogi nl)

{ cout << s << setw(6) << zp <<endl; // доступ к данным класса work

cout << nl.pd << setw(8) << nl.st <<endl; // доступ к данным класса nalogi

return zp\*nl.pd/100+zp\*nl.st/100; }

int main()

{ nalogi nlg((float)12,(float)2.3); // описание и инициализация объекта

work wr[2]; // описание массива объектов

for(int i=0;i<2;i++) wr[i].inpt(); // инициализация массива объектов cout<<setiosflags(ios::fixed)<<setprecision(3)<<endl;

cout << wr[0].raschet(nlg) << endl; // расчет налога для объекта wr[0]

cout << wr[1].raschet(nlg) << endl; // расчет налога для объекта wr[1]

return 0; }

Следует отметить необходимость выполнения неполного (предварительного) объявления класса nalogi, так как в прототипе функции raschet класса work используется объект класса nalogi, объявляемого далее. В то же время полное объявление класса nalogi не может быть выполнено ранее (до объявления класса work), так как в нем содержится friend-функция, описание которой должно быть выполнено до объявления friend-функции. В противном случае компилятор выдаст ошибку. Если функция raschet в классе work также будет использоваться со спецификатором friend, то приведенная выше программа будет выглядеть следующим образом:

#include "iostream.h"

#include "string.h"

#include "iomanip.h"

class nalogi; // предварительное объявление класса nalogi

class work

{ char s[20]; // фамилия работника

int zp; // зарплата

public:

friend float raschet(work,nalogi); // friend-функция класса work

void inpt()

{ cout << "вводите фамилию и зарплату" << endl;

cin >> s >>zp;

} work(){} // конструктор по умолчанию

~work(){} // деструктор по умолчанию };

class nalogi

{ float pd, // подоходный налог

st; // налог на соцстрахование

friend float raschet(work,nalogi); // friend-функция класса nalogi

public:

nalogi(float f1,float f2) : pd(f1),st(f2){};

~nalogi(void){}; };

float raschet(work wr,nalogi nl)

{ cout << wr.s << setw(6) << wr.zp <<endl;// доступ к данным класса work

cout << nl.pd << setw(8) << nl.st <<endl;// доступ к данным класса nalogi

return wr.zp\*nl.pd/100+wr.zp\*nl.st/100; }

int main()

{ nalogi nlg((float)12,(float)2.3); // описание и инициализация объекта

work wr[2];

for(int i=0;i<2;i++) wr[i].inpt(); // инициализация массива объектов cout<<setiosflags(ios::fixed)<<setprecision(3)<<endl;

cout << raschet(wr[0],nlg) << endl; // расчет налога для объекта wr[0]

cout << raschet(wr[1],nlg) << endl; // расчет налога для объекта wr[1]

return 0; }

Отметим основные свойства и правила использования спецификатора friend:

- friend-функции не являются компонентами класса, но имеют доступ ко всем его компонентам независимо от их атрибута доступа;

- friend-функции не имеют указателя this;

- friend-функции не наследуются в производных классах;

- отношение friend не является ни симметричным (т.е. если класс А есть friend классу В, то это не означает, что В также является friend классу А), ни транзитивным (т.е. если A friend B и B friend C, то не следует, что A friend C);

- друзьями класса можно определить перегруженные функции. Каждая перегруженная функция, используемая как friend для некоторого класса, должна быть явно объявлена в классе со спецификатором friend.

# **24. Дружественные классы**

Все функции одного класса можно объявить со спецификатором friend по отношению к другому классу следующим образом:

class X{

………..

friend class Y; };

class Y{ };

В этом случае все компоненты-функции класса Y имеют спецификатор friend для класса Х (имеют доступ к компонентам класса Х).

- friend-функции не наследуются в производных классах;

- отношение friend не является ни симметричным (т.е. если класс А friend классу В, то это не означает, что В также является friend классу А), ни транзитивным (т.е. если A friend B и B friend C, то не следует, что A friend C);

- друзьями класса можно определить перегруженные функции.

Каждая перегруженная функция, используемая как friend для некоторого класса, должна быть явно объявлена в классе со спецификатором friend.

#include <iostream> using namespace std;

class A

{ int i; // компонента-данное класса А

public:

friend class B; // объявление класса В другом класса А

A():i(1){} // конструктор

void f1\_A(B &); // объявление метода, оперирующего данными обоих классов };

class B

{ int j; // компонента-данное класса В

public:

friend A; // объявление класса А другом класса В

B():j(2){} // конструктор

void f1\_B(A &a){ cout<<a.i+j<<endl;} // описание метода, оперирующего данными обоих классов };

void A :: f1\_A(B &b)

{ cout<<i<<' '<<b.j<<endl;}

void main()

{ A aa;

B bb;

aa.f1\_A(bb);

bb.f1\_B(aa);}

Результат выполнения программы:

1 2

3

В объявлении класса А содержится инструкция friend class B, являющаяся и предварительным объявлением класса В, и объявлением класса В дру-жественным классу А. Отметим также необходимость описания функции f1\_A после явного объявления класса В (в противном случае не может быть создан объект b еще не объявленного типа).

Отметим основные свойства и правила использования спецификатора friend:

- friend-функции не являются компонентами класса, но имеют доступ ко всем его компонентам независимо от их атрибута доступа;

- friend-функции не имеют указателя this;

- friend-функции не наследуются в производных классах;

- отношение friend не является ни симметричным (т.е. если класс А есть friend классу В, то это не означает, что В также является friend классу А), ни транзитивным (т.е. если A friend B и B friend C, то не следует, что A friend C);

- друзьями класса можно определить перегруженные функции. Каждая перегруженная функция, используемая как friend для некоторого класса, должна быть явно объявлена в классе со спецификатором friend.

# **25. Вложенные классы**

Один класс может быть объявлен в другом классе, в этом случае внутренний класс называется вложенным:

class ext\_class

{ class int\_cls

{ • • • };

public:

• • • };

Класс int\_class является вложенным по отношению к классу ext\_class (внешний).

Доступ к компонентам вложенного класса, имеющим атрибут private, возможен только из функций вложенного класса и из функций внешнего класса, объявленных со спецификатором friend во вложенном классе.

#include <iostream>

using namespace std;

class cls1 // внешний класс

{ class cls2 // вложенный класс

{ int b; // все компоненты private для cls1 и cls2

cls2(int bb) : b(bb){} // конструктор класса cls2 };

public: // public секция для cls1

int a;

class cls3 // вложенный класс

{ int c; // private для cls1 и cls3

public: // public-секция для класса cls3

cls3(int cc): c(cc) {} // конструктор класса cls3 };

cls1(int aa): a(aa) {} // конструктор класса cls };

void main()

{ cls1 aa(1980); // верно

cls1::cls2 bb(456); // ошибка cls2 cannot access private

cls1::cls3 cc(789); // верно

cout << aa.a << endl; // верно

cout << cc.c << endl; // ошибка 'c' : cannot access private member declared in class 'cls1::cls3' }

В приведенном тексте программы инструкция cls1::cls2 bb(456) является ошибочной, так как объявление класса cls2 и его компонента находятся в сек-ции private. Для устранения ошибки при описании объекта bb необходимо из-менить атрибуты доступа для класса cls2 следующим образом:

public:

class cls2

{ int b; // private-компонента

public:

cls2(int bb) : b(bb){} };

Пример доступа к private-компонентам вложенного класса из функций внешнего класса, объявленных со спецификатором friend, приводится ниже.

#include <iostream>

using namespace std;

class cls1 // внешний класс

{ int a;

public:

cls1(int aa): a(aa) {} class cls2; // неполное объявление класса

void fun(cls1::cls2); // функция получает объект класса cls2

class cls2 // вложенный класс

{ int c;

public:

cls2(int cc) : c(cc) {}

friend void cls1::fun(cls1::cls2); // функция, дружественная

int pp(){return c;} // классу cls1 }; };

void cls1::fun(cls1::cls2 dd) {cout << dd.c << endl << a;}

int main()

{ cls1 aa(123);

cls1:: cls2 cc(789);

aa.fun(cc);

return 0;}

Внешний класс cls1 содержит public-функцию fun (cls1::cls2 dd), где dd есть объект, соответствующий классу cls2, вложенному в класс cls1. В свою очередь в классе cls2 имеется friend-функция friend void cls1::fun(cls1::cls2 dd), обеспечивающая доступ функции fun класса cls1 к локальной компоненте с класса cls2.

#include <iostream>

using namespace std;

#include <string.h>

class ext\_cls // внешний класс

{ int gd; // год рождения

double zp; // з/плата

class int\_cls1 // первый вложенный класс

{ char \*s; // фамилия

public:

int\_cls1(char \*ss) // конструктор 1-го вложенного класса

{ s=new char[20];

strcpy(s,ss); }

~int\_cls1() // деструктор 1-го вложенного класса

{ delete [] s;}

void disp\_int1() {cout << s<<endl;} };

public:

class int\_cls2 // второй вложенный класс

{ char \*s; // фамилия

public:

int\_cls2(char \*ss) //конструктор 2-го вложенного класса

{ s=new char[20];

strcpy(s,ss); }

~int\_cls2() // деструктор 2-го вложенного класса

{ delete [] s;}

void disp\_int2() {cout << s << endl;} };

// public функции класса ext\_cls

ext\_cls(int god,double zpl):gd(god),zp(zpl){}// конструктор внешнего класса

int\_cls1 \*addr(int\_cls1 &obj){return &obj;} // возврат адреса объекта obj

void disp\_ext()

{ int\_cls1 ob("Иванов"); // создание объекта вложенного класса

addr(ob)->disp\_int1(); // вывод на экран содержимого объекта ob

cout <<gd<<’ ’<< zp<<endl; }};

int main()

{ ext\_cls ext(1980,230.5);

// ext\_cls::int\_cls1 in1("Петров"); // неверно, т.к. int\_cls1 имеет атрибут private

ext\_cls::int\_cls2 in2("Сидоров");

in2.disp\_int2();

ext.disp\_ext();

return 0;

В результате выполнения программы получим:

Сидоров

Иванов

1980 230.5

В строке in2.disp\_int2() (main функции) для объекта вложенного класса вызывается компонента-функция ext\_cls::int\_cls2::disp\_int2() для вывода содер-жимого объекта in2 на экран. В следующей строке ext.disp\_ext() вызывается функция ext\_cls::disp\_ext(), в которой создается объект вложенного класса int\_cls1. Затем, используя косвенную адресацию, вызывается функция ext\_cls::int\_cls1::disp\_int1(). Далее выводятся данные, содержащиеся в объекте внешнего класса.

# **26. Static-члены (данные) класса**

Компоненты-данные могут быть объявлены с модификатором класса памяти static. Класс, содержащий static компоненты-данные, объявляется как глобальный (локальные классы не могут иметь статических членов). Static-компонента совместно используется всеми объектами этого класса и хранится в одном месте. Статическая компонента глобального класса должна быть явно определена в контексте файла. Использование статических компонент-данных класса продемонстрируем на примере программы, выполняющей поиск введенного символа в строке.

#include "string.h"

#include "iostream.h"

enum boolean {fls,tru};

class cls

{ char \*s;

public:

static int k; // объявление static-члена в объявлении класса

static boolean ind;

void inpt(char \*,char);

void print(char); };

int cls::k=0; // явное определение static-члена в контексте файла

boolean cls::ind;

void cls::inpt(char \*ss,char c)

{ int kl; // длина строки

cin >> kl;

ss=new char[kl]; // выделение блока памяти под строку

cout << "введите строку\n";

cin >> ss;

for (int i=0; \*(ss+i);i++)

if(\*(ss+i)==c) k++; // подсчет числа встреч буквы в строке

if (k) ind=tru; // ind==tru − признак того, что буква есть в строке

delete [] ss; // освобождение указателя на строку}

void cls::print(char c)

{ cout << "\n число встреч символа "<< c <<"в строках = " << k; }

void main()

{ cls c1,c2;

char c;

char \*s;

cls::ind=fls;

cout << "введите символ для поиска в строках";

cin >> c;

c1.inpt(s,c);

c2.inpt(s,c);

if(cls::ind) c1.print(c);

else cout << "\n символ не найден"; }

Объявление статических компонент-данных задает их имена и тип, но не инициализирует значениями. Присваивание им некоторых значений выполняется в программе (вне объекта).

В функции main() использована возможная форма обращения к static-компоненте cls::ind (имя класса :: идентификатор), которая обеспечивается тем, что идентификатор имеет видимость public. Это дальнейшее использование оператора разрешения контекста “::”. Отметим основные правила использования статических компонент:

- статические компоненты будут одними для всех объектов данного класса, т.е. ими используется одна область памяти;

- статические компоненты не являются частью объектов класса;

- объявление статических компонент-данных в классе не является их описанием. Они должны быть явно описаны в контексте файла;

- локальный класс не может иметь статических компонент;

- к статической компоненте st класса cls можно обращаться cls::st, независимо от объектов этого класса, а также при помощи операторов . и -> при использовании объектов этого класса;

- статическая компонента существует даже при отсутствии объектов этого класса;

- статические компоненты можно инициализировать, как и другие глобальные объекты, только в файле, в котором они объявлены.

# **27. Компоненты-функции static и const**

В С++ компоненты-функции могут использоваться с модификатором static и const. Обычная компонента-функция, вызываемая object.function(a,b); имеет явный список параметров a и b и неявный список параметров, состоящий из компонент данных переменной object. Неявные параметры можно представить, как список параметров, доступных через указатель this. Статическая (static) компонента-функция не может обращаться к любой из компонент посредством указателя this. Компонента-функция const не может изменять неявные параметры.

#include <iostream>

using namespace std;

class cls

{ int kl; // количество изделий

double zp; // зарплата на производство одного изделия

double nl1,nl2; // два налога на з/пл

double sr; // количество сырья на производство одного изделия

static double cs; // цена сырья на одно изделие

public:

cls(){} // конструктор по умолчанию

~cls(){} // деструктор

void inpt(int);

static void vvod\_cn(double);

double seb() const; };

double cls::cs; // явное определение static-члена в контексте файла

void cls::inpt(int k)

{ kl=k;

cout << "Введите з/пл и 2 налога";

cin >> nl1 >> nl2 >> zp; }

void cls::vvod\_cn(double c)

{ cs=c; // можно обращаться в функции только к static-компонентам;}

double cls::seb() const

{return kl\*(zp+zp\*nl1+zp\*nl2+sr\*cs); //в функции нельзя изменить ни один неявный параметр(kl zp nl1 nl2 sr) }

void main()

{ cls c1,c2;

c1.inpt(100); // инициализация первого объекта

c2.inpt(200); // инициализация второго объекта

cls::vvod\_cn(500.);

cout << "\nc1" << c1.seb() << "\nc2" << c2.seb() << endl; }

Ключевое слово static не должно быть включено в описание объекта статической компоненты класса. Так, в описании функции vvod\_cn отсутствует ключевое слово static. В противном случае возможно противоречие между static-компонентами класса и внешними static-функциями и переменными. Следующий далее пример демонстрирует доступ к static данным класса из различных функций.

#include <iostream>

using namespace std;

class cls

{ static int i;

int j;

public:

static int k; // объявление static-члена в объявлении класса

void f1();

static void f2(); };

int cls::k=0; // явное определение static-члена в контексте файла

int cls::i=0;

void cls::f1() // из функции класса возможен доступ к private и public static данным

{ cout << ++k<<' '<<++i<< endl;}

void cls::f2() // из static функции класса возможен доступ к private и public static данным

{ cout <<++k<<' '<<++i<<endl;}

void f3() // из внешней функции возможен доступ только к public static данным

{cout<<++cls::k<<endl;}

void main()

{ cls obj;

cout << cls::k<<endl; // возможен доступ только к public static данным obj.f1();

cls::f2();

f3();}

Результат работы программы:

0

1 1

2 2

3

Функции класса, объявленные со спецификатором const, могут быть вы-званы для объекта со спецификатором const, а функции без спецификатора const − не могут.

const cls c1;

cls c2;

c1.inpt(100); // неверный вызов

c2.inpt(100); // правильный вызов функции

c1.seb(); // правильный вызов функции

Для функций со спецификатором const указатель this имеет следующий тип:

const имя\_класса \* const this;

Следовательно, нельзя изменить значение компоненты объекта через указатель this без явной записи. Рассмотрим это на примере функции seb.

double cls::seb() const

{ ((cls \*)this)->zp--; // возможная модификация неявного параметра zp посредством явной записи this-указателя

return kl\*(zp+zp\*nl1+zp\*nl2+sr\*cs);}

Если функция, объявленная в классе, описывается отдельно (вне класса), то спецификатор const должен присутствовать как в объявлении, так и в описании этой функции.

Основные свойства и правила использования static- и const-функций:

- статические компоненты-функции не имеют указателя this, поэтому об-ращаться к нестатическим компонентам класса можно только с использованием . или ->;

- не могут быть объявлены две одинаковые функции с одинаковыми именами и типами аргументов, чтобы при этом одна была статической, а другая нет;

- статические компоненты-функции не могут быть виртуальными.

# **28. Proxi-классы**

Реализация скрытия данных и интерфейса некоторого класса может быть выполнена посредством использования proxi-класса. Proxi-класс позволяет кли-ентам исходного класса использовать этот класс, не имея доступа к деталям его реализации. Реализация proxi-класса предполагает следующую общую структуру:

- реализация исходного класса, компоненты которого требуется скрыть;

- реализация proxi-класса для доступа к компонентам исходного класса;

- функция, в которой вызываются компоненты proxi-класса

// заголовочный файл cls.h для класса cls

class cls

{ int val;

public:

cls(int);

set(int);

int get() const; };

// файл реализации для класса cls

#include "cls.h"

cls :: cls(int v) {val=v;}

cls :: set(int v) {val=v;}

int cls :: get() const {return val;}

// заголовочный файл prox.h для proxi-класса prox

class cls; // предварительное объявление класса cls

class prox

{ cls \*pr; // для этого и требуется предварительное объявление

public:

prox(int);

set(int);

int get() const;

~prox(); };

// файл реализации для proxi-класса prox

#include "prox.h"

#include "cls.h"

prox :: prox(int vv) {pr=new cls(vv);}

prox :: set(int vv){pr->set(vv);}

int prox :: get() const {return pr->get();}

prox :: ~prox(){delete pr;}

// программа скрытия данных класса cls посредством proxi-класса prox

#include <iostream>

using namespace std;

#include "prox.h"

int main()

{ prox obj(1);

cout<<” Значение val класса cls = ”<<obj.get()<<endl;

obj.set(2);

cout<<” Значение val класса cls = ”<<obj.get()<<endl; }

В результате выполнения программы получим:

Значение val класса cls = 1

Значение val класса cls = 2

Исходный класс cls содержит один private-компонент val и методы, которые требуется скрыть от клиента, взаимодействующего с main()-функцией. В то же время клиент должен иметь возможность взаимодействовать с классом cls. Для этого используется класс prox, реализация которого содержит public-интерфейс, аналогичный интерфейсу класса cls, и единственный private-компонент – указатель на объект класса cls. Класс prox является proxi-классом для класса cls. Так как в определении класса prox используется только указатель на объект класса cls, то включение заголовочного файла класса cls посредством инструкции #include необязательно. Достаточно объявить класс как тип данных путем предварительного объявления.

Файл реализации cls.cpp включает заголовочный файл cls.h с объявлением класса cls. Файл реализации prox.h класса prox является единственным файлом, включающим файл реализации cls.cpp, а следовательно, и cls.h. Файл prox.cpp является доступным клиенту только как скомпилированный объектный код и, следовательно, клиент не может видеть взаимодействия между proxi-классом и классом cls.

В main()-функцию включается только файл реализации prox.cpp, при этом отсутствует указание на существование класса cls. Следовательно, private-данные класса cls скрыты от клиента.

# **29. Ссылки**

В С++ известны три способа передачи данных в функцию: по значению, посредством указателя и используя ссылки. При передаче параметров в функцию они помещаются в стековую память. В отличие от стандартных типов данных (char, int, float и др.) объекты обычно требуют много больше памяти, при этом стековая память может существенно

увеличиться. Для уменьшения объема передаваемой через стек информации в С++ используются указатели. В языке С++ наряду с использованием механизма указателей имеется возможность использовать неявные указатели (ссылки). Ссылка, по существу, является не чем иным, как вторым именем некоторого объекта.

Формат объявления ссылки имеет вид

тип & имя\_ссылки = инициализатор.

Ссылку нельзя объявить без ее инициализации. То есть ссылаться всегда можно на некоторый существующий объект. Можно выделить следующие различия ссылок и указателей. Во-первых, невозможность существования нулевых ссылок подразумевает, что корректность их не требуется проверять. А при использовании указателя требуется проверять его на ненулевое значение. Во-вторых, указатели могут указывать на различные объекты, а ссылка всегда на один объект, заданный при ее инициализации. Ниже приведен пример использования ссылки.

#include <iostream>

using namespace std;

#include <string.h>

class A

{ char s[80];

int i;

public :

A(char \*S,int I):i(I) { strcpy(s,S);}

~A(){}

void see() {cout<<s<<" "<<i<<endl;} };

int main()

{ A a("aaaaa",3),aa("bbbb",7);

A &b=a; // ссылка на объект класса А инициализирована значением а

cout<<"компоненты объекта :"; a.see();

cout<<"компоненты ссылки :"; b.see();

cout <<"адрес a="<<&a << " адрес &b= "<< &b << endl;

b=aa; // присвоение значений объекта aa ссылке b (и объекту a)

cout<<"компоненты объекта :"; a.see();

cout<<"компоненты ссылки :"; b.see();

int i=4,j=2;

int &ii=i; // ссылка на переменную i типа int

cout << "значение i= "<<i<<" значение ii= "<<ii<<endl;

ii++; // увеличение значения переменной i

cout << "значение i= "<<i<<" значение ii= "<<ii<<endl;

ii=j; // инициализация переменной i значением j

cout << "значение i= "<<i<<" значение ii= "<<ii<<endl;

}

В результате выполнения программы получим:

компоненты объекта : aaaaa 3

компоненты ссылки : aaaaa 3

адрес a= 0x\_\_ адрес &b= 0х\_\_

компоненты объекта : bbbbb 7

компоненты ссылки : bbbbb 7

значение i= 4 значение ii= 4

значение i= 5 значение ii= 5

значение i= 2 значение ii= 2

Из примера следует, что переменная и ссылка на нее имеют один и тот же

адрес в памяти. Изменение значения по ссылке приводит к изменению значения

переменной и наоборот.

Ссылка может также указывать на константу, в этом случае создается

временный объект, инициализируемый значением константы.

const int &j=4; // j инициализируется const-значением 4

j++; // ошибка l-value specifies const object

int k=j; // переменная k инициализируется значением

// временного объекта

Если тип инициализатора не совпадает с типом ссылки, то могут возник-

нуть проблемы с преобразованием данных одного типа к другому, например:

double f=2.5;

int &n=(int &)f;

cout<<”f=”<<f<<” n=”<<n; // результат f= 2.5 n=2

Адрес переменной f и ссылки n совпадают, но значения различаются, так

как структуры данных плавающего и целочисленного типов различны.

Можно создать ссылку на ссылку, например:

int k=1;

int &n=k; // n – ссылка на k (равно k)

n++; // значение k равно 2

int &nn=n; // nn – ссылка на ссылку n (переменную k)

nn++; // значение k равно 3

Значения адреса переменной k, ссылок n и nn совпадают, следовательно,

для ссылки nn не создается временный объект.

На применение переменных ссылочного типа накладываются некоторые

ограничения:

- ссылки не являются указателями;

- можно взять ссылку от переменной ссылочного типа;

- можно создать указатель на ссылку;

- нельзя создать массив ссылок;

- ссылки на битовые поля не допускаются.

# **30. Параметры ссылки**

Если требуется предоставить возможность функции изменять значения передаваемых в нее параметров, то в языке С они должны быть объявлены либо глобально, либо работа с ними в функции осуществляется через передаваемые в нее указатели на эти переменные. В С++ аргументы в функцию можно передавать также и через ссылку. Для этого при объявлении функции перед параметром ставится знак &.

#include <iostream>

using namespace std;

void fun1(int,int);

void fun2(int &,int &);

int main()

{ int i=1,j=2; // i и j – локальные параметры

cout << "\n адрес переменных в main() i = "<<&i<<" j = "<<&j;

cout << "\n i = "<<i<<" j = "<<j;

fun1(i,j);

cout << "\n значение i = "<<i<<" j = "<<j;

fun2(i,j);

cout << "\n значение i = "<<i<<" j = "<<j;

}

void fun1(int i,int j)

{ cout << "\n адрес переменных в fun1() i = "<<&i<<" j = "<<&j;

int a; // при вызове fun1 i и j из main() копируются

a=i; i=j; j=a; // в стек в переменные i и j при возврате в main()

} // они просто теряются

void fun2(int &i,int &j)

{ cout << "\n адрес переменных в fun2() i = "<<&i<<" j = "<<&j;

int a; // здесь используются ссылки на переменные i и j из

a=i; i=j; j=a; // main() (вторые их имена) и таким образом действия

// в функции производятся с теми же переменными i и j

}

В функции fun2 в инструкции

a=i;

не используется операция \*. При объявлении параметра-ссылки компилятор С++ определяет его как неявный указатель (ссылку) и обрабатывает соответствующим образом. При вызове функции fun2 ей автоматически передаются адреса переменных i и j. Таким образом, в функцию передаются не значения переменных, а их адреса, благодаря чему функция может модифицировать значения этих переменных. Будьте внимательны, при вызове функции fun2 знак & перед переменными i и j говорит о том, что в функцию будут переданы адреса этих переменных, а не о том, что используются ссылки на них.

# **31. Пространства имен**

При совпадении имен разных элементов в одной области действия часто возникает конфликт имен. Наиболее часто это возникает при использовании различных пакетов библиотек, содержащих, например, одноименные классы. Пространства имен используются для разделения глобального пространства имен, что позволяет уменьшить количество конфликтов.

# **32. Определение пространства имен**

Синтаксис пространства имен некоторым образом напоминает синтаксис структур и классов. После ключевого слова namespace следует необязательное имя пространства имен, затем описывается пространство имен, заключенное в фигурные скобки.

namespace NAME

{ int a;

doudle b;

char \*fun(char \*,int);

class CLS

{ . . .

public:

. . . }}

Далее, если обращение к элементам пространства имен производится вне контекста, его имя должно быть полностью квалифицировано, используя ::

NAME::b=2;

NAME:: fun(str,NAME:: a);

Внутри пространства имен можно поместить группу объявлений классов, типов и функций. Реализация функций пространства имен должна находиться вне самого пространства имен. Это позволит не только отделить реализацию функций от их объявления, но и избежать загромождения пространства имен. По существу, namespace определяет область видимости. Использование безымянного пространства имен (отсутствует имя пространства имен) позволяет определить уникальность объявленных в нем идентификаторов с областью видимости в пределах файла. Контексты пространства имен могут быть вложены.

namespace NAME1

{ int a;

namespace NAME2

{ int a;

int fun1(){return NAME1:: a}; // возвращается значение первого a

int fun2(){return a}; // возвращается значение второго a } }

NAME1::NAME2::fun1(); // вызов функции

Если в каком-то месте программы интенсивно используется некоторый контекст и все имена уникальны по отношению к нему, то можно сократить полные имена, объявив контекст текущим с помощью оператора using. Если элементы пространства имен будут интенсивно использоваться, то можно использовать ключевое слово using для упрощения доступа к ним. Ключевое слово using используется и как директива, и для объявления. Синтаксис слова using определяет, является ли оно директивой или объявлением.

# **33. Ключевое слово using как директива**

Инструкция using namespace имя позволяет предоставить все имена, объявленные в пространстве имен, для доступа в текущей области действия. Эта инструкция называется директивой using. Это позволит обращаться к этим именам без указания их полного имени, включающего название пространства имен.

#include <iostream>

using namespace std;

namespace NAME

{ int n1=1;

int n2=2; }

// int n1; приводит к неоднозначности в main для переменной n1

int main()

{ NAME::n1=3;

// n1=3; // error 'n1' : undeclared identifier

// n2=4; // error 'n2' : undeclared identifier

using namespace NAME; // далее n1 и n2 доступны

n2=4;

cout << n1 <<" "<< n2 << endl; // результат 3 4

{ n1=5;

n2=6;

cout << n1 <<" "<< n2 << endl; // результат 5 6 }

return 0; }

В результате выполнения программы получим:

3 4

5 6

Область действия директивы using распространяется на блок, в котором она использована, и на все вложенные блоки. Если одно из имен относится к глобальной области, а другое объявлено внутри пространства имен, то возникает неоднозначность. Это проявится только при использовании этого имени, а не при объявлении.

#include <iostream>

using namespace std;

В данном фрагменте стандартный заголовочный файл библиотеки ввода/вывода iostream не имеет расширения. Все содержимое этого файла определяется как часть namespace std.

Для достижения переносимости рекомендуется использовать директиву using, хотя и существуют компиляторы, не поддерживающие данную возможность. Основная проблема, которую призвана решить такая конструкция это независимость от ограничения на длину имени файла в различных операционных системах. Более того, компиляторы Microsoft последних версий вообще не поддерживают вариант с подключением файлов стандартной библиотеки с расширением .h, т.е. конструкция #include <iostream.h> в Visual C++ 7.1 не компилируется.

# **34. Ключевое слово using как объявление**

using как объявление синонимов типов позволяет создавать альтернативные имена для существующих типов данных.

#include <iostream>

using MyInt = int; // Создание синонима типа MyInt для типа int

int main() {

MyInt number = 42; // Использование синонима типа MyInt

std::cout << number << std::endl;

return 0;}

Когда вы объявляете имя из пространства имен с помощью using, вы делаете это для удобства использования в текущей области действия, без необходимости указывать полное квалифицированное имя каждый раз.

#include <iostream>

namespace MyNamespace {

int myNumber = 42;}

int main() {

{using MyNamespace::myNumber; // Объявление myNumber из пространства имен MyNamespace для текущего блока

std::cout << myNumber << std::endl; // Использование myNumber без указания полного имени пространства имен}

return 0;}

# **35. Псевдоним пространства имен**

Псевдоним пространства имен существует для того, чтобы назначить другое имя именованному пространству имен. Это особенно полезно, когда вы работаете с пространствами имен, имеющими длинные иерархические имена, и хотите сделать код более читабельным и компактным.

#include <iostream>

namespace VeryLongNamespaceName {

namespace SubNamespace {

void printMessage() {

std::cout << "Hello from VeryLongNamespaceName::SubNamespace!" << std::endl;}}}

int main() {

namespace VLN = VeryLongNamespaceName::SubNamespace; // Создание псевдонима пространства имен

VLN::printMessage(); // Использование псевдонима пространства имен

return 0;}

# **36. Наследование**

Наследование заключается в том, что один класс наследует некоторые свойства другого. Этот принцип предполагает использование базового класса, описывающего наиболее общие свойства ряда объектов. Производные классы включают в себя все черты базового класса, а также добавляют новые, характерные только для объектов данного класса. Спецификация описания производного класса имеет следующий синтаксис:

*class имя\_производного\_класса: [атрибут] имя\_базового\_класса {тело\_произв\_класса} [список объектов];*

#include <iostream>

// Базовый класс

class Animal {

public:

void eat() {

std::cout << "The animal is eating." << std::endl; }};

// Производный класс

class Dog : public Animal { // Ключевое слово "public" указывает на наследование от базового класса Animal

public:

void bark() {

std::cout << "The dog is barking." << std::endl;}};

int main() {

Dog dog;

dog.eat(); // Метод eat() унаследован от базового класса Animal

dog.bark(); // Метод bark() определен в производном классе Dog

return 0;}

[**37. Наследование (производные классы)**](file:///C:\Users\user\Downloads\Telegram%20Desktop\Вопросы%20к%20экзамену.docx#_Toc185879304)

В C++ производный класс, также известный как подкласс или наследник, создается на основе уже существующего базового класса. Производный класс наследует свойства и методы базового класса и может добавлять свои собственные свойства и методы.

В C++ существуют три атрибута доступа: public, protected и private. если базовый класс имеет атрибут public, то компоненты public и protected базового класса наследуются с атрибутами public и protected в производном классе. Компоненты private остаются private -компонентами базового класса; если базовый класс имеет атрибут protected, то компоненты public и protected базового класса наследуются с атрибутом protected в производном классе. Компоненты private остаются private -компонентами базового класса; если базовый класс имеет атрибут private, то компоненты public и protected базового класса наследуются с атрибутами private в производном классе. Компоненты private остаются private -компонентами базового класса.

Отмеченные типы наследования называются: внешним, защищенным и внутренним наследованием.

#include <iostream>

// Базовый класс

class Base {

public:

void publicMethod() {

std::cout << "This is a public method of the Base class." << std::endl;}

protected:

void protectedMethod() {

std::cout << "This is a protected method of the Base class." << std::endl;}

private:

void privateMethod() {

std::cout << "This is a private method of the Base class." << std::endl;}};

// Производный класс

class Derived : public Base {

public:

void accessBaseMembers() {

publicMethod(); // Доступ к публичному методу базового класса

protectedMethod(); // Доступ к защищенному методу базового класса

// privateMethod(); // Недоступно - приватный метод базового класса}};

int main() {

Derived derivedObj;

derivedObj.accessBaseMembers(); // Вызов метода производного класса, который обращается к членам базового класса

return 0;}

# **38. Конструкторы и деструкторы при наследовании**

При наследовании сначала вызывается конструктор базового класса, затем конструктор производного класса. В противоположность этому деструктор производственного класса вызывается перед вызовом деструктора базового класса.

*КонструкторПроизводногоКласса(СписокФормальныхАргументов)*

*: КонструкторБазовогоКласса (СписокФактическихАргументов)*

*{ // тело конструктора производного класса }*

*class A*

*{ protected:*

*int a;*

*char s[N];*

*public:*

*A(int a, const char\*s): a(a){strcpy\_s(this->s, s);} ;*

*~A();}*

*class B: public A*

*{ protected:*

*int b;*

*public:*

*B(int b, int a, const char\*s): A(a,s), b(b){};*

*~B():}*

# **39. Виртуальные функции**

Виртуальная ф-я - это ф-я, объявленная с ключевым словом virtual в базовом классе и переопределенная в 1 или нескольких производных от этого класса. При вызове объекта базового или производных классов динамически (во время выполнения программы) определяется, какую из функций требуется вызвать, основываясь на типе объекта.

class A {

. . .

public: virtual void fun() {} };

class B : public A {

. . . public: void fun() override {}};

class C : public B {

. . . public: . . . // в объявлении класса С отсутствует описание функции fun() };

main() {

A a,\*p=&a; B b; C c;

p->fun(); // вызов версии виртуальной функции fun для класса А

p=&b; p->fun(); // вызов версии виртуальной функции fun для класса B

p=&c; p->fun(); // вызов версии виртуальной функции fun для класса С (из А) }

Если в производном классе виртуальная функция не переопределяется, то используется ее версия из базового класса.

**override** используется в классе-потомке, чтобы указать что функция должна переопределять виртуальную функцию, объявленную в базовом классе. Это позволяет избавиться от ошибок, когда из-за опечатки вместо переопределения существующей виртуальной функции была создана новая (с другим именем или сигнатурой).

# **40. Абстрактные классы**

Базовый класс иерархии типа обычно содержит ряд виртуальных функций, обеспечивающих динамическую типизацию. Часто в базовом классе эти виртуальные функции фиктивны и имеют пустое тело. Эти функции существуют как некоторая абстракция, конкретное значение им придается в производных классах. Такие функции называются ***чисто виртуальными функциями***, то есть такими, тело которых, как правило, не определено (но тело должно быть определено во всех производных классах, иначе производный класс тоже станет абстрактным ). Общая форма записи абстрактной функции имеет вид:

virtual прототип функции = 0;

Если класс имеет хотя бы одну чисто виртуальную функцию, то он называется ***абстрактным***. Для абстрактного класса нельзя создать объекты и он используется только как базовый класс для других классов.

class Figure{

public:

virtual double getSquare() =0;};

class Rectangle : public Figure{

private:

double width; double height;

public:

Rectangle(double w, double h) : width(w), height(h) { } double getSquare() override

{ return width \* height; }};

class Circle : public Figure{

private:

double radius;

public:

Circle(double r) : radius(r) { } double getSquare() override{

return radius \* radius \* 3.14; }

# **41. Виртуальные деструкторы**

Виртуальные деструкторы необходимы при использовании указателей на базовый класс при выделении памяти под динамически создаваемые объекты производных классов. Это обусловлено тем, что если объект уничтожается явно, например, используя операцию delete, то вызывается деструктор только класса, совпадающего с типом указателя на уничтожаемый объект. При этом не учитывается тип объекта, на который указывает данный указатель.

В случае объявления деструктора базового класса виртуальным, все деструкторы производных классов становятся также виртуальными. При этом если будет выполняться явное уничтожение объекта производного класса для указателя на базовый класс, то вначале вызывается деструктор производного класса, а затем вверх по иерархии до деструктора базового класса.

Если в классе имеются виртуальные функции, то желательно объявлять деструктор этого класса также виртуальным, даже если этого не требуется. Это может предотвратить возможные ошибки.

class integral{

int num;

public:

integral(int n):num(n) {} virtual ~integral()

{cout << "Inside integraln";}};

class rational:

public integral{

int den;

public:

rational(int n,int d): integral(n), den(d) {}

~rational() override

{cout << "Inside rationaln";}};

int main()

{integral \*ref = new rational; delete ref;

return 0;}

# **42. Динамическое и статическое связывание**

В C++ существует два типа связывания: статическое (раннее) связывание и динамическое (позднее) связывание. Статическая привязка происходит во время компиляции, а динамическая привязка — во время выполнения. Следовательно, их также называют ранним и поздним связыванием соответственно.

1. При ***статической*** привязке определение функции и вызов функции связываются во время компиляции, тогда как при ***динамической*** привязке вызовы функций не разрешаются до времени выполнения. Таким образом, они не связаны до времени выполнения.

2. ***Статическая*** привязка происходит, когда вся информация, необходимая для вызова функции, доступна во время компиляции. ***Динамическое*** связывание происходит, когда компилятор не может определить всю информацию, необходимую для вызова функции, во время компиляции.

3. ***Статическая*** привязка может быть достигнута с помощью обычных вызовов функций, перегрузки функций и перегрузки операторов, тогда как ***динамическая*** привязка может быть достигнута с использованием виртуальных функций.

4. Поскольку вся информация, необходимая для вызова функции, доступна до выполнения, ***статическая*** привязка приводит к более быстрому выполнению программы. В отличие от статического связывания вызов функции не разрешается до времени выполнения для последующего связывания, что приводит к несколько более медленному выполнению кода.

5. Основным преимуществом ***динамического*** связывания является его гибкость, поскольку одна функция может обрабатывать различные типы объектов во время выполнения. Это значительно уменьшает размер кодовой базы, а также делает исходный код более читабельным.

Пример статической привязки в C++:

class ComputeSum{

public:

int sum(int x, int y) { return x + y;}

int sum(int x, int y, int z) { return x + y + z;}};

int main()

{ComputeSum obj;

cout << "Sum is " << obj.sum(10, 20) << endl; cout << "Sum is " << obj.sum(10, 20, 30) <<endl;

return 0;}

Пример динамического связывания в C++:

У нас есть базовый класс B и производный класс D. Базовый класс B имеет виртуальную функцию f(), который переопределяется функцией в производном классе D, т.е. D::f() отменяет B::f().

Pешение о том, какая функция класса будет вызываться, зависит от динамического типа объекта, на который указывает basePtr. Эта информация может быть доступна только во время выполнения, и, следовательно, f() подлежит динамической привязке.

class B{

public:

virtual void f() { // Виртуальная функция

cout << "The base class function is called.\n"; }};

class D: public B

{public:

void f() {

cout << "The derived class function is called.\n";}};

int main(){

B base;

D derived;

B \*basePtr = &base; basePtr->f();

basePtr = &derived; basePtr->f();

return 0;}

# **43. Множественное наследование**

В языке С++ имеется возможность образовывать производный класс от нескольких базовых классов. Общая форма множественного наследования имеет вид:

*class имя\_произв\_класса : имя\_базового\_кл 1,…,имя\_базового\_кл N { содержимое класса }*

Иерархическая структура, в которой производный класс наследует от несколько базовых классов, называется ***множественным наследованием***. В этом случае производный класс, имея собственные компоненты, имеет доступ к protected- и public-компонентам базовых классов.

Конфликтные ситуации при применении множественного наследования:

1. Конфликт имен методов или атрибутов нескольких базовых классов

class A {public: void fun(){} };

class B { public: void fun(){} };

class C : public A, public B { };

main() {C \*c=new C; c->A:: fun(); return 0; } // приходится использовать принадлежность к классу (::)

2. Многократное включение некоторого базового класса

Для решения конфликта используется виртуальное наследование.

# **44. Виртуальное наследование**

При использовании множественного наследования может возникнуть проблема из-за многократного включения некоторого базового класса. Иерархия будет выглядеть так(1) :
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Для решения этой проблемы используется ***виртуальное наследование***. Если базовый класс будет являться виртуальным, то будет построен *единственный* объект этого класса. И иерархия будет выглядеть так (2)

class A { public: virtual int foo() { return 1; }};

class B : public virtual A {};

class C : public virtual A {};

class D : public B, public C {};

int main () {D d; cout << d.foo(); return 0;}

Если убрать ключевое слово virtual, то метод foo() не может быть определён однозначно и в результате не будет доступен, как и объект класса D — код не скомпилируется.

# **45. Перегрузка функций**

Одним из подходов реализации принципа полиморфизма в языке С++ является использование перегрузки функций. В С++ две и более функций могут иметь одно и то же имя. Компилятор С++ оперирует не исходными именами функций, а их внутренним представлением, которое учитывает количество и тип принимаемых аргументов. В то же время тип возвращаемого функцией значения не учитывается. Поэтому для компилятора функции с различным списком аргументов – это разные функции, а с одинаковым списком аргументов, но с разными типами возвращаемого значения – одинаковые. Для корректной работы программ последнего следует избегать. Функции, имеющие одинаковые имена, но разные списки аргументов, называются перегруженными.

class cls

{ int n; double f;

public:

cls(int N,float F) : n(N),f(F) {}

**int sum(int k)** // целочисленнный аргумент

{n+=k; return n; }

**double sum(double k)**{ // дробный аргумент

{f+=k; return f; }

void see()

{cout <<n<<' '<<f<<endl;}

};

void main() { cls obj(1,2.3);

obj.see(); // вывод содержимого объекта

cout <<obj.sum(1)<<endl; // вызов sum с целочисл. аргументом

cout <<obj.sum(1.6)<<endl; // вызов sum с дробным аргументом}

# **46. Перегрузка операторов**

Большинство операторов (операций) в С++ может быть перегружено (переопределено), в результате чего расширяется диапазон применения этих операций. Для перегрузки (переопределения) оператора разрабатываются функции, являющиеся либо членами, либо friend-функциями того класса, для которого они используются. Остановимся на перегрузке пока только с использованием методов класса. Для того, чтобы перегрузить оператор, требуется определить действие этого оператора внутри класса.

Общая форма записи функции-оператора, являющейся компонентой класса, имеет вид:

*Возвращ\_тип имя\_класса :: operator #(список аргументов) { действия, выполняемые применительно к классу }*

class Counter{

public:

Counter(int sec){ seconds = sec; }

void display() { std::cout << seconds << " seconds" << std::endl; }

int seconds;};

Counter operator + (Counter c1, Counter c2){

return Counter(c1.seconds + c2.seconds);}

bool operator == (Counter c1, Counter c2){

return c1.seconds == c2.seconds;}

bool operator > (Counter c1, Counter c2){

return c1.seconds > c2.seconds;}

int main(){

Counter c1(20);

Counter c2(10);

Counter c3 = c1 + c2;

c3.display(); // 30 seconds

bool b1 = c1 == c2; // false

bool b2 = c1 > c2; // true

return 0;}

# **47. Перегрузка бинарного оператора**

Бина́рная, или двуме́стная, опера́ция — математическая операция, принимающая два аргумента и возвращающая один результат. Функция operator для перегрузки (доопределения) бинарных операторов может быть описана двумя способами:

-как компонента-функция класса с одним аргументом;

-как глобальная функция (функция, описанная вне класса) с двумя аргументами.

При перегрузке бинарного оператора # выражение a#b может быть представлено при первом способе как a.operator#(b) или как operator #(a,b) при втором способе перегрузки.

В примере использован первый способ перегрузки.

class dek\_koord {

int x,y; // декартовы координаты точки

public: dek\_koord(){};

dek\_koord(int X,int Y): x(X),y(Y) {} ;

dek\_koord operator\*(const dek\_koord );

dek\_koord operator=(const dek\_koord);

dek\_koord operator>(const dek\_koord);

};

dek\_koord &dek\_koord:: operator\*(const dek\_koord &a) { x\*=a.x;

y\*=a.y; return \*this; }

dek\_koord dek\_koord::operator =(const dek\_koord a) { x=a.x; // перегрузка операции =

y=a.y;

return \*this; }

dek\_koord dek\_koord::operator >(const dek\_koord a) { if (x if (y0 && y-a.y>0) return 1;

if (x-a.x<0 && y-a.y<0) return -1; else return 2; }

Следует отметить, что если в описании класса присутствуют два метода (функции) перегрузки:

class dec\_koord {

…

dec\_koord operator\*(const dec\_koord k);

dec\_koord& operator\*(const dec\_koord& k); }

то возникает ошибка. Аналогично ошибкой будет, если одна функция является членом, а вторая – глобальной. Если возвращаемое значение функции operator является ссылкой, то в этом случае возвращаемое значение не может быть автоматической или статической локальной переменной. При перегрузке бинарного оператора с использованием функции-члена ей передается в качестве параметра только 1 аргумент, второй функция получает неявно через указатель \*this.

# **48. Перегрузка унарного оператора**

При перегрузке унарной операции функция operator не имеет параметров. Как и в предыдущем случае, модифицируемый объект передается в функцию operator неявным образом, используя указатель this. Унарный оператор, как и бинарный, может быть перегружен двумя способами:

-как компонента-функция без аргументов;

-как глобальная функция с одним аргументом.

Как известно, унарный оператор может быть префиксным и постфиксным. Для любого префиксного унарного оператора выражение #a может быть представлено при первом способе как a.operator#(), а при втором как #operator(a).

При перегрузке унарного оператора, используемого в постфиксной форме, выражение вида a# может быть представлено при первом способе как a.operator#(int) или как operator#(a,int) при втором способе. При этом аргумент типа int не существует и используется для отличия префиксной и постфиксной форм при перегрузке.

class dek\_koord {

int x,y; // декартовы координаты точки

public:

dek\_koord(){};

dek\_koord(int X,int Y): x(X),y(Y) {};

void operator++(); void operator++(int);

dek\_koord operator=(dek\_koord); void see(); };

void dek\_koord::operator++(){ x++;}

void dek\_koord::operator++(int){ y++; }

dek\_koord dek\_koord::operator =(dek\_koord a) {

x=a.x;

y=a.y;

return \*this; }

# **49. Дружественная функция operator**

Функция operator может быть не только членом класса, но и friend-функцией этого класса. Как было отмечено ранее, friend-функции, не являясь компонентами класса, не имеют неявного указателя this.

Следовательно, при перегрузке унарных операторов в функцию operator передается один, а бинарных – два аргумента. Необходимо отметить, что операторы: =, (), [] и -> не могут быть перегружены с помощью friend-функции operator.

class dek\_koord {

int x,y; // декартовы координаты точки

public:

dek\_koord(){};

dek\_koord(int X,int Y): x(X),y(Y) {} ;

friend dek\_koord operator\*(int,dek\_koord);

friend dek\_koord operator\*(dek\_koord,int); dek\_koord operator=(dek\_koord);

void see(); };

dek\_koord operator\*(int k,dek\_koord dk) {

dk.x\*=k;

dk.y\*=k;

return dk; }

dek\_koord operator\*(dek\_koord dk,int k) {

dk.x\*=k;

dk.y\*=k;

return dk; }

dek\_koord dek\_koord::operator=(dek\_koord dk) {

x=dk.x;

y=dk.y;

return \*this; }

# **50. Особенности перегрузки операции =**

Доопределение оператора = позволяет решить проблему присваивания, но не решает задачи инициализации, так как при инициализации должен вызываться соответствующий конструктор. В рассматриваемом случае это решается использованием конструктора копирования. Общий вид конструктора копирования имеет следующий вид:

*имя\_класса (const имя\_класса &);*

Конструктор выполняет все необходимые действия при вызове функции и копировании содержимого объекта в стек (из стека). Вызов конструктора копирования осуществляется при обращении к функции и передаче в нее в качестве параметра объекта (объектов), а также возврата значения (объекта) из функции.

class string {

char \*str;

int size;

public:

string(){}; // конструктор по умолчанию

string(int n,char \*s){ // конструктор с параметрами

str=new char[size=n>=(strlen(s)+1)?n:strlen(s)+1]; strcpy(str,s); }

string(const string &); // конструктор копирования

~string(){}; // деструктор

friend string operator+(string, const string); string &operator=(const string &); };

string:: string(const string &a){ // описание конструктора копирования

str=new char[a.size+1]; // выделяем память под this->str (+1 под ’\0’)

strcpy(str,a.str); // копирование строки

size=strlen(str); }

// перегрузка операции + string ss;

string operator+(string s1, const string s2){

ss.str=new char[ss.size = strlen(s1.str) + strlen(s2.str) + 1];

for(int i=0; ss.str[i]=s1.str[i]; i++); // перезапись символа ’\0’

ss.str[i]=' '; // удаление ’\0’

for(int j=0; ss.str[i+1]=s2.str[j]; i++,j++); // дозапись второй строки

return ss; }

string &string::operator =(const string &st){ // перегрузка операции =

if(this!=&st) // проверка, не копирование ли объекта в себя {

delete str; // освобождаем память старой строки

str=new char[size=st.size];// выделяем память под новую строку

strcpy(str,st.str); }

return \*this;

};

# **51. Перегрузка оператора []**

Оператор = необходимо перегружать с помощью компоненты-функции, использование friend-функции запрещено. Общая форма функции operator[]() имеет вид:

*Тип\_возвр\_значения имя\_класса::operator [](int i){тело функции}*

Параметр функции необязательно должен иметь тип int, но он использован, так как operator[] в основном применяется для индексации. Рассмотрим пример программы, с использованием перегрузки операции []:

class massiv {

float f[3];

public:

massiv(float i,float j,float k){

f[0]=i ; f[1]=j; f[2]=k; }

float operator[](int i) {

return f[i]; } // перегрузка оператора []

};

Данная программа при небольшой модификации может позволить использовать оператор [] как справа, так и слева от оператора присваивания. Для этого необходимо, чтобы функция оператор[]() возвращала не объект, а ссылку на него.

class massiv {

float f[3];

public:

massiv(float i,float j,float k){

f[0]=i ; f[1]=j; f[2]=k; }

float& operator[](int i) {

if(i<0 || i>2)

return f[i]; } // перегрузка оператора []

};

# **52. Перегрузка оператора ()**

Оператор () необходимо перегружать только с помощью компоненты-функции, использование friend-функции запрещено. Общая форма функции operator()() имеет вид: *тип\_возвр\_значения имя\_класса::operator()(список\_аргументов){тело функции}*

class matr { int \*\*m,a,b; public:

matr(int,int); ~matr();

int operator()(int,int); operator()(int);};

matr::matr(int i,int j): a(i),b(j){ i=0; m=new int \*[a]; for(int k=0; k<a; k++) { \*(m+k)=new int[b]; for(int n=0; n<b; n++) \*(\*(m+k)+n)=i++;}}

matr::~matr(){ for(int k=0; k<a; k++) delete [] m[k]; delete [] m;}

int matr::operator()(int i,int j) { if (i<0 || i>=a || j<0 || j>=b) { cerr<<"выход за пределы матрицы ";

return 0; } return m[i][j];}

int matr::operator()(int i) { if (i<0 || i>=a\*b) { cerr<<"выход за пределы массива "; return \*\*m;}

return m[i/b][i%b];}

# **53. Преобразование типов**

Приведение типов — это явление, при котором тип данных преобразуется из одного типа в другой, чтобы упростить вычисление исходного кода. На первом этапе выполняется попытка использовать стандартные преобразования типов (неявное преобразование). Если это невозможно, то компилятор использует преобразования, определенные пользователем (явные преобразования).

Неявные преобразования. Этот тип приведения типов используется в основном в программе, в которой в выражении присутствуют два или более типов данных. Итак, мы используем приведение типов, чтобы наши данные не были потеряны. Типы данных всех переменных обновляются до типа данных той переменной, которая содержит самый большой тип данных среди них.

Однако в случае неявных преобразований есть вероятность потери данных, теряются разные рабочие признаки. Переполнение данных также может произойти при преобразовании длинного числа в число с плавающей запятой.

Основные преобразования:

1. Если один из операндов имеет тип long double, то другой преобразуется к типу long double.

2. Если один из операндов имеет тип double, то другой преобразуется к типу double.

3. Если один из операндов имеет тип ﬂoat, то другой преобразуется к типу ﬂoat.

4. Иначе, если один из операндов имеет тип unsigned long, то другой преобразуется к типу unsigned long.

5. Иначе, если один из операндов имеет тип long, то другой преобразуется к типу long.

6. Иначе, если один из операндов имеет тип unsigned, то другой преобразуется к типу unsigned.

7. Иначе оба операнда должны иметь тип int.

Тип результата тот же, что и тип участвующих в выражении операндов.

int number1 = 10;

double number2 = 4;

double result = number1 + number2; // 14.000000

# **54. Явные преобразования типов**

Преобразование путем присвоения: это достигается путем явного определения требуемого типа данных в круглых скобках. Синтаксис представлен как (тип) выражение. «Тип» относится к типу данных, в который преобразуется результирующее значение.

int a = (int) b;

char \*s=(char \*) addr;

Недостатком их является полное отсутствие контроля, что приводит к ошибкам и путанице. Этого можно избежать в С++. Для преобразования с минимальным контролем можно использовать операцию static\_cast.

*static\_cast<тип> (выражение)*

Она позволяет выполнять преобразования, не проверяя типы выражений во время выполнения, а основываясь на сведениях, полученных при компиляции. Операция static\_cast позволяет выполнять преобразования не только указателя на базовый класс к указателю на производный, но и наоборот. В то же время преобразование int к int\* приведет к ошибке компиляции.

Для преобразований, не связанных между собой типов используется

*reinterpret\_cast. int i; void \*addr= reinterpret\_cast< void \*> i;*

Если же нужно выполнить преобразование неизменяемого типа к изменяемому, то можно использовать const\_cast: *const char \*s*

*char ss=const\_cast s*

//Снятие константности

void foo(const int\* in1, const int& in2){ int \*p; //Сняли константность и записали 33

p = const\_cast<int\*>(in1); \*p = 33; //Сняли константность и записали 55 const\_cast<int&>(in2) = 55;}

А также используется dynamic\_cast. Оператор приведения dynamic\_cast применяется для полиморфного приведения типов на этапе выполнения программы (класс считается полиморфным, если в нем есть хотя бы одна виртуальная функция). Если указатель, подлежащий приведению, ссылается на объект результирующего класса или объект класса производный от результирующего то приведение считается успешным.

istream &operator>>(std::istream &in, Car &machine) { in >> dynamic\_cast<Passenger&>(machine);}

# **55. Преобразования типов, определенных в программе**

Конструктор с одним аргументом можно явно не вызывать.

class my\_class { double x,y; public: my\_class(double X){x=X; y=x/3;} double summa(); };

double my\_class::summa() { return x+y; } void main()

{ double d; my\_class my\_obj1(15), my\_obj2=my\_class(15),

my\_obj3=15 d = my\_obj1; // ошибка не определен оператор, который принимает правый операнд из cout << my\_obj1.summa() << endl; cout << my\_obj2.summa() << endl; cout << my\_obj3.summa() << endl;}

В рассматриваемом примере все три создаваемых объекта будут инициализированы числом 15 (первые два явным, третий неявным вызовом конструктора). Следовательно, значение базовой переменной (определенной в языке) может быть присвоено переменной типа, определенного пользователем. Для выполнения обратных преобразований, то есть от переменных, имеющих тип, определенный пользователем к базовому типу, можно задать преобразования с помощью соответствующей функции operator(), например: class my\_class{ double x,y; public: operator double() {return x;} my\_class(double X){x=X; y=x/3;} double summa();};

Теперь в выражении d=my\_obj1 не будет ошибки, так как мы задали прямое преобразование типа. При выполнении этой инструкции активизируется функция operator, преобразующая значение объекта к типу double и возвращающая значение компоненты объекта. Наряду с прямым преобразованием в С++ имеется подразумеваемое преобразование типа:

class my\_cl1{ double x; // public: operator double(){return x;} my\_cl1(double X) : x(X) {}};

class my\_cl2{ double x; public: operator double(){return x;} my\_cl2(my\_cl1 XX): x(XX) {}};

void fun(my\_cl2 YY){ cout << YY <<endl; } void main()

{ fun(12); fun(my\_cl2(12)); // подразумеваемое преобразование типа}

Разрешается выполнять только одноуровневые подразумеваемые преобразования. В приведенном выше примере инструкция fun(12) соответствует двухуровневому неявному преобразованию, где первый уровень – my\_cl1(12) и второй – my\_cl2(my\_cl1(12))

Оператор typeid позволяет определить тип объекта во время выполнения.

Результатом typeid является const type\_info&. Значение является ссылкой на type\_info объект, представляющий идентификатор типа или тип выражения, в зависимости от того, какая форма typeid используется. Дополнительные сведения см. в разделе type\_info класса

int a; float\* b;

const type\_info & t = typeid(a);

std::cout << t.name(); // выводит “int”

std::cout << typeid(b).name(); // выводит “float \*”

# **56. Параметризированные классы**

Параметризированный класс – некоторый шаблон, на основе которого можно строить другие классы. Этот класс можно рассматривать как некоторое описание множества классов, отличающихся только типами их данных. В С++ используется ключевое слово template для обеспечения параметрического полиморфизма. Параметрический полиморфизм позволяет использовать один и тот же код относительно различных типов (параметров тела кода). Это наиболее полезно при определении контейнерных классов.

Спецификация шаблона класса имеет вид:

*template <список параметров> class объявление класса*

Список параметров класса-шаблона представляет собой идентификатор типа, подставляемого в объявление данного класса при его генерации.

Рассмотрим пример шаблона класса работы с динамическим массивом и выполнением контроля за значениями индекса при обращении к его элементам.

template <class T>

class vector{ T \*ms; int size; public: vector() : size(0),ms(NULL) {}

~vector(){delete [] ms;}

void inkrem(const T &t) // увеличение размера массива на 1 элемент

{ T \*tmp = ms; ms=new T[size+1]; if(tmp) memcpy(ms,tmp,sizeof(T)\*size);

ms[size++]=t; if(tmp) delete [] tmp; }

void decrem(void) // уменьшение размера массива на 1 элемент

{ T \*tmp = ms; if(size>1) ms=new T[--size];

if(tmp) { memcpy(ms,tmp,sizeof(T)\*size);

delete [] tmp; }

T &operator[](int ind) { // if(ind<0 || (ind>=size)) throw IndexOutOfRange; }};

void main(){ vector <int> VectInt; vector <double> VectDouble; VectInt.inkrem(3); VectDouble. inkrem(.26);

int b=VectInt[4]; // будет возбуждена исключительная ситуация VectInt[0]=1; VectDouble[1]=2.41;}

# **57. Передача в шаблон класса дополнительных параметров**

При создании экземпляра класса из шаблона в него могут быть переданы не только типы, но и переменные и константные выражения:

template <class T1,int i=0,class T2>

class cls {

T1 a; T2 b;

public:

cls(T1 A,T2 B) : a(A),b(B){}

~cls(){}

T1 sm(){ //описание шаблона ф-ции суммирования компонент объекта

return (T1)(a+b+i);}};

void main()

{

cls <int,1,int> obj1(3,2); // в шаблоне const i инициализируется 1

cls <int,0,int> obj2(3,2,1); // error 'cls<int,0>::cls<int,0>':no overloaded

// function takes 3 parameter s

cls <int,int,int> obj13(3,2,1); // error 'cls' : invalid template argument for 'i',

cout<<obj1.sm()<<endl;}

Результатом работы программы будет выведенное на экран число 6.

В этой программе инструкция template <class T1,int i=0,class T2> говорит о том, что шаблон класса cls имеет три параметра, два из которых – имена типов (Т1 и Т2), а третий (int i=0) – целочисленная константа. Значение константы i может быть изменено при описании объекта cls <int,1,int> obj1(3,2).

# **58. Шаблоны функций**

В С++, так же как и для класса, для функции (глобальной, то есть не являющейся компонентой-функцией) может быть описан шаблон. Это позволит снять достаточно жесткие ограничения, накладываемые механизмом формальных и фактических параметров при вызове функции. Рассмотрим это на примере функции, вычисляющей сумму нескольких аргументов.

template <class T1,class T2>

T1 sm(T1 a,T2 b)

{return (T1)(a+b);}

template <class T1,class T2,class T3>

T1 sm(T1 a,T2 b,T3 c)

{return (T1)(a+b+c);}

Int main()

{cout<<"sm(int,int) = "<<sm(4,6)<<endl;

cout<<"sm(int,int,int) = "<<sm(4,6,1)<<endl;

cout<<"sm(int,double) = "<<sm(5,3)<<endl;

cout<<"sm(double,int,short)="<<sm(0.4,6,(short)1)<<endl;

return 0;}

Используемые типы Т1, Т2, Т3 заданы как параметры для функции с помощью выражения template <class T1,class T2,class T3>. Это выражение предполагает использование типов Т1, Т2 и Т3 в виде ее дополнительных параметров. Результат работы программы будет иметь вид: вызов функции суммирования sm(int,int) = 10 вызов функции суммирования sm(int,int,int) = 11 вызов функции суммирования sm(int,double) = 8 вызов функции суммирования sm(double,int,short)= 7.4

В случае попытки передачи в функцию sm() двух строк, то есть типов, для которых не определена данная операция, компилятор выдаст ошибку. Чтобы избежать этого, можно ограничить использование шаблона функции sm(), описав явным образом функцию sm() для некоторых конкретных типов данных. В нашем случае:

char \*sm(char \*a,char \*b) // явное описание функции объединения двух строк

{char \*tmp=a;

a=new char[strlen(a)+strlen(b)+1];

strcpy(a,tmp); strcat(a,b); return a;}

Следует отметить, что шаблон функции не является ее экземпляром.

Только при обращении к функции с аргументами конкретного типа происходит генерация конкретной функции.

# **59. Совместное использование шаблонов и наследования**

Шаблонные классы, как и обычные, могут использоваться повторно. Шаблоны и наследование представляют собой механизмы повторного использования кода и могут включать полиморфизм. Шаблоны и наследования связаны между собой следующим образом:

– шаблон класса может быть порожден от обычного класса;

– шаблонный класс может быть производным от шаблонного класса;

– обычный класс может быть производным от шаблона класса.

Ниже приведен пример простой программы, демонстрирующей наследование шаблонного класса oper от шаблонного класса vect.

template <class T>

class vect

{protected:

T \*ms;

int size;

public:

vect(int n) : size(n)

{ ms=new T[size];}

~vect(){delete [] ms;}

T &operator[](const int ind) // доопределение операции []

{ if((ind>0) && (ind<size)) return ms[ind];

else return ms[0]; }

};

template <class T>

class oper : public vect<T> // класс операций над вектором

{ public:

oper(int n): vect<T>(n) {}

~oper(){}

void print()

{

for(int i=0;i<size;i++)

cout<<ms[i]<<' '; cout<<endl; }

};

void main() {

oper <int> v\_i(4); oper <double> v\_d(4);

v\_i[0]=5; v\_i[1]=3; v\_i[2]=2; v\_i[3]=4;

v\_d[0]=1.3; v\_d[1]=5.1; v\_d[2]=.5; v\_d[3]=3.5;

cout<<"int вектор = "; v\_i.print();

cout<<"double вектор = "; v\_d.print();}

Как следует из примера, реализация производного класса от класса шаблона в основном ничем не отличается от обычного наследования.

# **60. Организация ввода-вывода**

Системы ввода-вывода С и С++ основываются на понятии потока. Поток в С++ это абстрактное понятие, относящееся к переносу информации от источника к приемнику. В языке С++ реализованы 2 иерархии классов, обеспечивающих операции ввода-вывода, базовыми классами которых являются streambuf и ios. На рис приведена диаграмма классов, базовым для которых является ios.
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# **62. Организация ввода / вывода, потоки. Перегрузка операторов << и >>.**

В С++ используется достаточно гибкий способ выполнения операций ввода-вывода классов с помощью перегрузки операторов << (вывода) и >> (ввода). Операторы, перегружающие эти операции, обычно называют инсертером и экстрактором. Для обеспечения работы с потоками ввода-вывода необходимо включить файл iostream.h, содержащий класс iostream. Этот класс является производным от ряда классов, таких как ostream, обеспечивающего вывод данных в поток, и istream – соответственно чтения из потока.

Общая форма функции перегрузки оператора ввода-вывода имеет вид:

*istream &operator>>(istream &поток,имя\_класса &объект) ostream &operator<<(ostream &поток,const имя\_класса объект)*

class cls

{ char c;

short i;

public :

cls(char C,short I ) : c(C), i(I){}

~cls(){}

friend ostream &operator<<(ostream &,const cls);

friend istream &operator>>(istream &,cls &);};

ostream &operator<<(ostream &out,const cls obj)

{ out << obj.c<<obj.i << endl;

return out;}

istream &operator>>(istream &in,cls &obj)

{ in >> obj.st>>obj.i;

return in;}

main()

{ cls s(’a’,10),ss(’ ’,0);

out<<"abc"<<endl;

cout<<s<<ss<<endl;

cin >> ss;

return 0;}

# **63. Функция get() с тремя параметрами**

Функция get() принимает три параметра: символьный массив, максимальное число символов и ограничитель ввода (по умолчанию ’\n’). Ввод прекращается, когда считано число символов на один меньшее максимального или считан символ-ограничитель. При этом в вводимую строку добавляется нуль-символ. Символ-ограничитель из входного потока не удаляется, это при повторном вызове функции get приведет к формированию пустой строки.

сhar s[30];

сin.get(s,20)) // аналогично cin.get(s,20,’\n’) cout<<s<<endl;

# **64. Функция get() без параметров и с одним параметром.**

Функция get без параметров. Вводит символ из соответствующего потока одиночный символ и возвращает его значение. Если из потока прочитан признак конца файла, то get возвращает EOF.

main()

{ char c;

Cout << "вводите текст" << endl; while((c=cin.get())!=EOF)

cout.put(c);

cout << endl<<cin.eof(); return 0; }

В программе считывается из потока cin очередной символ и выводится с помощью функции put. При считывании признака конца файла завершается цикл while. До и после цикла выводится значение cin.eof(), равное false (выводится 0) до начала цикла и true (выводится 1) после его окончания.

Без параметров форма get возвращает элемент, считываемый как целое число или конец файла. Остальные формы возвращают поток (\*this).

while(сin.get(с))

cout.put(c);

# **65. Функция getline().**

Функция getline() извлекает символы из входного потока и добавляет их к строковому объекту до тех пор, пока не встретится символ-разделитель. При этом ранее сохраненное значение в строковом объекте будет заменено входной строкой

istream& getline(istream& is, string& str, char delim)

str: это строковый объект, входные данные сохраняются в этом объекте после чтения из потока.

delim- символ-разделитель, по умолчанию \n). Если этот параметр не указан, getline() будет считывать всю строку до символа конца строки \n строки.

int main() {

string input;

getline(cin, input, ';');

cout << "input =”<< input << endl;

return 0;

}

# **66. Состояние потока / 67. Функции чтения состояния потока**

Потоки iostream или ostream имеют связанное с ними состояние. В классе ios, базовом для классов iostream и ostream, имеется несколько public функций, позволяющих проверять и устанавливать состояние потока:

inline int ios::bad() const { return state & badbit; } inline int ios::eof() const { return state & eofbit; }

inline int ios::fail() const { return state & (badbit | failbit); } inline int ios::good() const { return state == 0; }

В классе ios есть еще несколько функций, позволяющих прочитать (rdstate) и очистить (clear) состояние потока:

inline int ios::rdstate() const { return state; }

inline void ios::clear(int \_i=0){ lock(); state = \_i; unlock(); }

Так, если было установлено состояние ошибки, то попытка выполнить ввод/вывод будет игнорироваться до тех пор, пока не будет устранена причина ошибки и биты ошибки не будут сброшены функцией clear().

main()

{ int i;

int flags;

do

{cin >> i;

flags=cin.rdstate(); // чтение состояния потока

if(flags | ios::badbit)

{ cout << "error in stream"<< endl;

cin.clear(0); // сброс всех состояний потока}}

while(flags); // пока ошибка во входном потоке

return 0;}

В приведенном примере функция cin.clear(0) выполняет сброс всех установленных бит ошибки. Если требуется сбросить, например, только badbit, то

clear(ios::badbit).

. . .

ifstream in("file");

while(1)

{ state=in.rdstate();

if (state)

{if(state&ios::badbit)

cout<<"ошибка открытия файла"<<endl;

else if(state&ios::eofbit)

cout<<"в файле больше нет данных"<<endl;

break;}

else

in >> ss;

**Строковые** потоки

Особой разновидностью потоков являются строковые потоки, представленные классом strstream:

class strstream : public iostream

{ public:

strstream();

strstream(char \*s, streamsize n, ios\_base::openmode=ios\_base::in | ios\_base::out); strstreambuf \*rdbuf() const;

void freeze(bool frz=true); char \*str();

streamsize pcount() const;};

Важное свойство класса strstream состоит в том, что в нем автоматически выделяется требуемый объем памяти для хранения строковых данных. Все операции со строковыми потоками происходят в памяти в специально выделенном для них буфере strstreambyf. Строковые потоки позволяют облегчить формирование данных в памяти. Далее в примере показывается проверка состояния потока, чтобы убедиться в правильности выполняемых операций. Это позволяет, например, легко определить переполнение буфера.

void fun(const char \*s,int n)

{ char \*buf=new char[n]; // входной буфер

strstream st(buf,n,ios::in|ios::out); // связывание потока st и буфера byf

st << s << ends; // ввод информации в буфер

if(st.good())

cout << buf<<endl;

else

cerr<<"error"<<endl;}

main()

{ fun("123456789",5);

fun("123456789",15);}

template <typename T>

bool bFile<T>::openWriteFile()

{try {

ft.open(file\_name, ios::out | ios::binary);

if (!ft.good()) throw FileException(5, "ошибка работы с файлами", "Ошибка при открытии файла");

if (!ft.is\_open())

return false;

else return true;

catch (FileException obj){ obj.Print();

exit(1);}}

# **68. Организация работы с бинарными файлами. Запись объектов в файл и чтение объектов из файла.**

В языке С++ для организации работы с  бинарными файлами используются классы потоков fstream. Данный класс является производным iostream.

В С++ файл открывается путем стыковки его с соответствующим

потоком. Рассмотрим организацию связывания потока с некоторым файлом.

Для этого используются конструкторы классов ifstream и ofsream:

**ofstream(const char\* Name, int nMode= ios::out, int nPot= filebuf::openprot);**

**ifstream(const char\* Name, int nMode= ios::in, int nPot= filebuf::openprot);**

**Первый аргумент** определяет имя файла (единственный обязательный параметр).

**Второй аргумен**т задает режим для открытия файла и представляет

битовое ИЛИ величин:

ios::app при записи данные добавляются в конец файла, даже если

текущая позиция была перед этим изменена функцией ostream::seekp;

ios::ate указатель перемещается в конец файла. Данные записываются в

текущую позицию (произвольное место) файла;

ios::in поток создается для ввода: если файл уже существует, то он

сохраняется;

ios::out поток создается для вывода (по умолчанию для всех ofstream

объектов);

ios::trunc если файл уже существует, его содержимое уничтожается. Этот режим действует по умолчанию, если ios::out установлен, а ios::ate, ios::app или ios:in не установлены;

ios::nocreate не открывать несуществующий файл ;

ios::noreplace не открывать для вывода существующий файл, если не установлены ate / app;

ios::binary ввод-вывод будет выполняться в двоичном виде (по

умолчанию текстовой режим).

**Третий аргумент** – данное класса filebuf, используется для установки

атрибутов доступа к открываемому файлу.

Возможные значения nProt:

filebuf::sh\_compat совместно используют режим;

filebuf::sh\_none режим Exclusive: никакое совместное использование;

filebuf::sh\_read совместно использующее чтение;

filebuf::sh\_write совместно использующее запись.

Для комбинации атрибутов filebuf::sh\_read and filebuf::sh\_write используется операция логическое ИЛИ ( || ).

class File{ protected: std::ifstream ifStream; std::ofstream ofStream; std::fstream fStream; };

class BinFile : public File{public: template<typename Type> void OutputBinFile(Type& obj); template<typename Type> void InputBinFile(Type& obj);};

template<typename Type>

void BinFile::OutputBinFile(Type& obj){ fStream << obj;}

template<typename Type>

void BinFile::InputBinFile(Type& obj){ fStream >> obj;}

# **69. Организация работы с файлами последовательного доступа. Запись объектов в файл и чтение объектов из файла.**

Последовательные файлы — [файлы](https://ru.wikipedia.org/wiki/%D0%A4%D0%B0%D0%B9%D0%BB), хранящие информацию в неструктурированном (для поиска и обращения) виде. Поиск в таких файлах осуществляется последовательным считыванием файла с начала и сравнением «всего» с искомым. Так же и обращение к определённому участку файла каждый раз требует «чтения с начала».

Примером последовательных файлов являются [текстовые файлы](https://ru.wikipedia.org/wiki/%D0%A2%D0%B5%D0%BA%D1%81%D1%82%D0%BE%D0%B2%D1%8B%D0%B9_%D1%84%D0%B0%D0%B9%D0%BB) (\*.txt)

Последовательные файлы выигрывают у [файлов с произвольным доступом](https://ru.wikipedia.org/wiki/%D0%A4%D0%B0%D0%B9%D0%BB%D1%8B_%D1%81_%D0%BF%D1%80%D0%BE%D0%B8%D0%B7%D0%B2%D0%BE%D0%BB%D1%8C%D0%BD%D1%8B%D0%BC_%D0%B4%D0%BE%D1%81%D1%82%D1%83%D0%BF%D0%BE%D0%BC) по компактности, но проигрывают по скорости доступа. Файлы с последовательным доступом – это в основном текстовые файлы, которые можно открывать с помощью текстового редактора. Текстовый файл может содержать коды символов, признак перевода строки vbCrLf, признак табуляции vbTab и признак конца файла. Здесь записи – это строки переменной длины, отделенные друг от друга символом перевода строки. Такие файлы обычно создаются приложениями для обработки и хранения текстовой информации (но не числовой). Файлы с последовательным доступом читаются от начала к концу, поэтому невозможно одновременно и считывать из них данные, и записывать таковые. Обычно информация из текстового файла считывается вся в память и сохраняется вся в файле после окончания работы с ней. Чтобы изменить одну запись файла последовательного доступа, его нужно весь записать заново. Если же приложению требуется частый доступ к данным, хранящимся в некотором файле, следует использовать файлы с произвольным доступом.

Запись:#define N 15

string filetName;

char name[N], surname[N], patronymic[N];

cin>> fileName;

cin>> name;

cin>> surname;

cin>> patronymic;

ofstream file(fileName, ios::app);

if (file.is\_open()) {

file << name<<" ";

file << surname << " ";

file << patronymic << endl;

file.close();}

else {cout << "file eror" << std::endl;}

Чтение

#define N 15

string filetName;

char name[N], surname[N], patronymic[N];

cin>> fileName;

ifstream file(fileName);

if (file.is\_open())

{file >> name;

file >> surname;

file >> patronymic;

file.close();}

else {cout << "file eror" << std::endl;}

# **70. Организация работы с файлами произвольного доступа. Запись объектов в файл, чтение объектов из файла, перезапись.**

Организация хранения информации в файле прямого доступа предполагает доступ к ней не последовательно от начала файла по некоторому ключу, а непосредственно, например, по их порядковому номеру. Для этого требуется, чтобы все записи в файле были бы одинаковой длины. Наиболее удобными для организации произвольного доступа при вводе/выводе информации являются следующие компоненты-функции:

istream& istream::read(reinterpret\_cast<char \*>(&s), streamsize n);

ostream& ostream::write(reinterpret\_cast<const char \*>(&s), streamsize n);

при этом, так как функция write (read) ожидает первый аргумент типа const сhar\* (char \*), то для требуемого приведения типов используется оператор явного преобразования типов:

Ниже приведен текст программы организации работы с файлом произвольного доступа на примере удаления и добавления в файл информации о банковских реквизитах клиента (структура inf).

struct inf

{ char cl[10];

int pk;

double sm;

}cldata;

class File

{ char filename[80];

fstream \*fstr;

int maxpos;

public:

File(char \*filename);

~File();

int Open();

const char\* GetName();

int Read(inf &);

void Remote();

void Add(inf);

int Del(int pos);

friend ostream& operator << (ostream &out, File &obj)

{inf p;

out << "File " << obj.GetName() << endl;

obj.Remote();

while(obj.Read(p))

out<<"\nКлиент -> "<<p.cl<<' '<<p.pk<<' '<<p.sm;

return out;}};

File::File(char \*\_filename) // конструктор

{strncpy(filename,\_filename,80);

fstr = new fstream();}

File::~File(){ fstr->close(); }

int File::Open(){

fstr->open(filename, ios::in | ios::out | ios::binary);

if (!fstr->is\_open()) return -1;

return 0;}

int File::Read(inf &p)

{if(!fstr->eof() && fstr->read(reinterpret\_cast<char\*>(&p),sizeof(inf))) return 1;

fstr->clear();

return 0;}

void File::Remote(){

fstr->seekg(0,ios\_base::beg);

fstr->seekp(0,ios\_base::beg);

fstr->clear();}

const char\* File::GetName() {

return this->filename;

} void File::Add(T cldata){

fstr->seekp(0,ios\_base::end);

fstr->write(reinterpret\_cast<char\*>(&cldata),sizeof(inf)); fstr->flush();}

int File::Del(int pos) {

Remote();

fstr->seekp(0,ios::end);

maxpos = fstr->tellp();

maxpos/=sizeof(inf);

if(maxpos<pos) return -1;

fstr->seekg(pos\*sizeof(inf),ios::beg);

while(pos<maxpos)

{ fstr->read(reinterpret\_cast<char\*>(&cldata),sizeof(inf));

fstr->seekp(-2\*sizeof(inf), ios::cur);

fstr->write(reinterpret\_cast<char\*>(&cldata),sizeof(inf));

fstr->seekg(sizeof(inf),ios::cur);

pos++;}

strcpy(cldata.cl,"");

cldata.pk=0;

cldata.sm=0;

fstr->seekp(-sizeof(inf), ios::end);

fstr->write(reinterpret\_cast<char\*>(&cldata),sizeof(inf)); fstr->flush();}

int main(void)

{int n;

File myfile("file");

if(myfile.Open() == -1)

{ cout << "Can't open the file\n";

return -1;}

cin >> cldata.cl >> cldata.pk >> cldata.sm;

myfile.Add(cldata);

cout << myfile << endl;

cout << "Введите номер для удаления "; cin>>n;

if(myfile.Del(n) == -1)

cout << "Желаемый объект "<<n<<" вне файла\n";

cout << myfile << endl; }

# **71. Функции позиционирования в файле.**

Классы istream и ostream содержат по 2 перегруженные компоненты-функции для перемещения указателя в требуемую позицию в потоке (связанном с ним файле). Такими функциями являются seekg (переместить указатель для извлечения из потока) и seekp (переместить указатель для помещения в поток). Обмен информацией с файлом осуществляется посредством функций get и put. Кроме рассмотренных функций в этих классах имеются еще функции tellg и tellp, возвращающие текущее положение указателей get и put соответственно.

Ниже приведена программа, выполняющая ввод символов в файл с их одновременным упорядочиванием (при вводе) по алфавиту. Использование функций seekg, tellg позволяет позиционировать текущую позицию в файле, то есть осуществлять прямой доступ в файл.

using namespace std;

void error(char \*s1,char \*s2="")

{ cerr<<s1<<" "<<s2<<endl; exit(1);}

int main()

{ char c,cc;

int n;

fstream f; // выходной поток

streampos p,pp;

f.open("aaaa",ios::in|ios::out);

if(!f)

error("ошибка открытия файла","aaaa");

f.seekp(0); // установить текущий указатель в начало потока

while(1)

{ cin>>c;

if (c=='q' || f.bad())

break;

f.seekg(0,ios::beg);

while(1)

{ if(((cc=f.get())>=c) || (f.eof()))

{ if(f.eof())

{ f.clear(0);p=f.tellg(); }

else

{ p=f.tellg()-1;

f.seekg(-1,ios::end);

pp=f.tellg();

while(p<=pp)

{cc=f.get();

f.put(cc);

f.seekg(--pp); }}

f.seekg(p);

f.put(c);

break; }}}

f.close();

return 1; }

# **72. Абсолютный обработчик**

Обработчики исключительных ситуаций catch. Обработчики исключительных ситуаций являются важнейшей частью всего механизма обработки исключений, так как именно они определяют поведение программы после генерации и перехвата исключительной ситуации. Синтаксис блока catch имеет следующий вид:

catch(тип 1 <аргумент>) { тело обработчика} catch(тип 2 <аргумент>)) { тело обработчика}...catch(тип N <аргумент>)) {

тело обработчика}

Таким образом, так же как и в случае блока try, после ключевого слова

catch должен следовать составной оператор, заключенный в фигурные скобки. В аргументах обработчика можно указать только тип исключительной ситуации, необязательно объявлять имя объекта, если этого не требуется. У каждого блока try может быть множество обработчиков, каждый из которых должен иметь свой уникальный тип исключительной ситуации. Неправильной будет следующая запись:

class cls{ public:int i; }; try{. . . }catch(cls i1){

. . . } catch(int i2){ }

В этом случае cls – это отдельный тип исключительной ситуации. Существует также абсолютный обработчик, который совместим с любым типом исключительной ситуации. Для написания такого обработчика надо вместо аргументов написать многоточие (эллипсис). catch (…){блок обработки исключения}

Использование абсолютного обработчика исключительных ситуаций рассмотрим на примере программы, в которой происходит генерация исключительной ситуации типа char \*, но обработчик такого типа отсутствует. В этом случае управление передается абсолютному обработчику.

void int\_exception(int i)

{if(i>100) throw 1;}

void string\_exception()

{ throw "Error";}

void main()

{try{

int\_exception(99);

string\_exception();

}catch(int){

cout<<"Обработчик для типа Int";

getch();

} catch(...)

{cout << "Абсолютный обработчик ";

getch( );}}

Результат выполнения программы: Абсолютный обработчик

Так как абсолютный обработчик перехватывает исключительные ситуации всех типов, то он должен стоять в списке обработчиков последним. Нарушение этого правила вызовет ошибку при компиляции программы.

# **73. Основы обработки исключительных ситуаций**

Для того чтобы эффективно использовать механизм обработки исключительных ситуаций, необходимо грамотно построить списки обработчиков, а для этого, в свою очередь, нужно четко знать следующие правила, по которым осуществляется поиск соответствующего обработчика:

– исключительная ситуация обрабатывается первым найденным обработчиком, т. е. если есть несколько обработчиков, способных обработать данный тип исключительной ситуации, то она будет обработана первым стоящим в списке обработчиком;

– абсолютный обработчик может обработать любую исключительную ситуацию;

– исключительная ситуация может быть обработана обработчиком соответствующего типа либо обработчиком ссылки на этот тип;

– исключительная ситуация может быть обработана обработчиком базового для нее класса. Например, если класс В является производным от класса А, то обработчик класса А может обработать исключительную ситуацию класса В;

– исключительная ситуация может быть обработана обработчиком, принимающим указатель, если тип исключительной ситуации может быть приведен к типу обработчика, путем использования стандартных правил преобразования типов указателей.

Если при возникновении исключительной ситуации подходящего обработчика нет среди обработчиков данного уровня вложенности блоков try, то обработчик ищется на следующем охватывающем уровне. Если обработчик не найден вплоть до самого верхнего уровня, то программа аварийно завершается.

class A{};

class B{};

class C : public A, public B {};

void f(int i)

{ if(i)

throw C(); // возбуждение исключительной ситуации типа объект С

else

throw new C; // возбуждение исключительной ситуации

// типа указатель на объект класса С}

void main()

{ int i;

try{

cin>>i;

f(i);

}catch(A)

{cout<<"A handler"; }

catch(B&) {

cout<<"B& handler"; }

catch(C) {

cout<<"C handler"; }

catch(C\*) {

cout<<"C\* handler"; }

catch(A\*) {

cout<<"A\* handler"; }

catch(void\*) {

cout<<"void\* handler"; }}

В данном примере исключительная ситуация класса С может быть направлена любому из обработчиков A, B& или C, поэтому выбирается обработчик, стоящий первым в списке. Аналогично для исключительной ситуации, имеющей тип указателя на объект класса С, выбирается первый подходящий обработчик A\* или C\*. Эта ситуация также может быть обработана обработчиками void\*. Так как к типу void\* может быть приведен любой указатель, то обработчик этого типа будет перехватывать любые исключительные ситуации типа указателя.

# **74. Перенаправление исключительных ситуаций**

Иногда возникает положение, при котором необходимо обработать исключительную ситуацию сначала на более низком уровне вложенности блока try, а затем передать ее на более высокий уровень для продолжения обработки.

Для того чтобы сделать это, нужно использовать throw без аргументов. В этомслучае исключительная ситуация будет перенаправлена к следующему подходящему обработчику (подходящий обработчик не ищется ниже в текущем списке – сразу осуществляется поиск на более высоком уровне). Приводимый нижепример демонстрирует организацию такой передачи. Программа содержит вложенный блок try и соответствующий блок catch. Сначала происходит первичная обработка, затем исключительная ситуация перенаправляется на более высокий уровень для дальнейшей обработки.

void func(int i)

{try

{if(i) throw "Error";}

catch(char \*s)

{cout<<s<<"- выполняется первый обработчик"<<endl; throw;}}

void main()

{try

{ func(1);

}catch(char \*s)

{cout<<s<<"- выполняется второй обработчик"<<endl;}}

Результат выполнения программы:

Error – выполняется первый обработчик Error – выполняется второй обработчик

Если ключевое слово throw используется вне блока catch, то автоматически будет вызвана функция terminate(), которая по умолчанию завершает программу.

# **75. Исключительная ситуация, генерируемая оператором new**

Исключение вызываемое оператором new - bad\_alloc. Пример:

int main()

{int\* ms;

try

{while(1) ms=new int [100000000000];}

catch(bad\_alloc exept)

{cout<<”Oshibka: ”<< exept.what()<<endl;}

return 0;}

Для переопределения вызываемого исключения используют - set\_new\_handeler(указатель на функцию) (#include <new>)

Пример:

void my\_handeler()

{ cout<<”Oshibka”<<endl;

throw bad\_alloc();}

int main()

{set\_new\_handler(my\_handeler);

int\* ms;

try{

while(1) ms=new int[100000000000];}

catch(bad\_alloc& exept)

{ cout<<exept.what()<<endl;}

return 0;}

# **76. Генерация исключений в конструкторах**

# Так как конструктор не возвращает значения, то соответственно нельзя возвратить некий код ошибки и приходится искать альтернативу. В этом случае наилучшим решением является генерация и обработка исключительной ситуации. При генерации исключения внутри конструктора процесс создания объекта прекращается. Если к этом моменту были вызваны конструкторы базовых классов, то будет обеспечен и вызов соответствующих деструкторов. Рассмотрим на примере генерацию исключительной ситуации внутри конструктора. Пусть имеется класс В, производный от класса А и содержащий в качестве компоненты-данного объект класса lосаl. В конструкторе класса В генерируется исключительная ситуация.

#include <iostream>

using namespace std;

**class local**

{ public:

local() { cout<<”Constructor of local”<<endl; }

~local() { cout<<”Destructor of local”<<endl; }};

**class A**

{ public:

A () { cout<<”Constructor of A”<<endl; }

~A () { cout<<”Destructor of A”<<endl; }};

**class B : public A**

{ public:

B(int)

{ cout<<”Constructor of B”<<endl;

if(i) throw 1; }

~B () { cout<<”Destructor of B”<<endl; }};

int main()

{ try {

B ob(1);}

catch(int) {

cout<<”int exception handler”;}

return 0;}

Результат выполнения программы:

Constructor of A

Constructor of local

Constructor of B

Destructor of local

Destructor of A

int exception handler

В программе при создании объекта производного класса В сначала вызываются конструкторы базового класса А, затем класса lосаl, который является компонентом класса В. После этого вызывается конструктор класса В, в котором генерируется исключительная ситуация. Видно, что при этом для всех ранее созданных объектов вызваны деструкторы, а для объекта самого класса В деструктор не вызывается, так как конструирование этого объекта не было завершено.

Если в конструкторах выполнялось динамическое выделение памяти, то при генерации исключительной ситуации выделенная память автоматически освобождена не будет, об этом необходимо заботиться самостоятельно, иначе возникнет утечка памяти.

# **77. Задание собственной функции завершения**

Если программа не может найти подходящий обработчик для сгенерированной исключительной ситуации, то будет вызвана процедура завершения {terminate() (ее также называют обработчиком завершения), по умолчанию выполнение программы будет остановлено и на экран будет выведено сообщение «Abnormal program termination». Однако можно установить собственный обработчик завершения, используя функцию set\_terminate(), единственным аргументом которой является указатель на новую функцию завершения (*функция, принимающая и возвращающая void*), а возвращаемое значение - указатель на предыдущий обработчик. Ниже приведен пример установки собственного обработчика завершения и генерации исключительной ситуации, для которой не можетбыть найден обработчик.

#include <iostream>

using namespace std;

#include <exception>

#include <stdlib.h>

void my\_term()

{ cout<<"Собственная функция-обработчик";

exit(1);}

int main()

{ set\_terminate(my\_term);

try {

throw 1; // генерация исключительной ситуации типа int}

catch(char) { // обработчик для типа char

cout<<"char handler";}

return 0;}

Результат выполнения программы:

Собственная функция-обработчик

# **78. Спецификации исключительных ситуаций**

Иногда возникает необходимость заранее указать, какие исключения могут генерироваться в той или иной функции. Это можно сделать с помощью так называемой спецификации исключительных ситуаций. Это средство позволяет указать в объявлении функции типы исключительных ситуаций, которые могут в ней генерироваться. Синтаксически спецификация исключения является частью заголовочной записи функции и имеет вид:

**объявление функции throw(тип1, тип2....) {тело функции}**

где тип1, тип2,... — список типов, которые может иметь выражение throw внутри функции. Если список типов пуст, то компилятор полагает, что функцией не будет выполняться никакой throw.

void fun(char c) throw();

Использование спецификации исключительных ситуаций не означает, что в функции не может быть сгенерирована исключительная ситуация некоторого не указанного в спецификации типа. Просто в этом случае программа по умолчанию завершится, так как подобные действия приведут к вызову неожиданного обработчика. Таким образом, когда функция генерирует исключительную: ситуацию, не описанную в спецификации, выполняется неожиданный обработчик unexpected().

**79. Правила поиска обработчика исключительных ситуаций**

Для того чтобы эффективно использовать механизм обработки исключительных ситуаций, необходимо грамотно построить списки обработчиков, а для этого, в свою очередь, нужно четко знать следующие правила, по которым осуществляется поиск соответствующего обработчика:

– исключительная ситуация обрабатывается первым найденным обработчиком, т. е. если есть несколько обработчиков, способных обработать данный тип исключительной ситуации, то она будет обработана первым стоящим в списке обработчиком;

– абсолютный обработчик может обработать любую исключительную ситуацию;

– исключительная ситуация может быть обработана обработчиком соответствующего типа либо обработчиком ссылки на этот тип;

– исключительная ситуация может быть обработана обработчиком базового для нее класса. Например, если класс В является производным от класса А, то обработчик класса А может обработать исключительную ситуацию класса В;

– исключительная ситуация может быть обработана обработчиком, принимающим указатель, если тип исключительной ситуации может быть приведен к типу обработчика, путем использования стандартных правил преобразования типов указателей.

Если при возникновении исключительной ситуации подходящего обработчика нет среди обработчиков данного уровня вложенности блоков try, то обработчик ищется на следующем охватывающем уровне. Если обработчик не найден вплоть до самого верхнего уровня, то программа аварийно завершается.

class A{};  
class B{};  
class C : public A, public B {};   
void f(int i)  
{ if(i)   
 throw C(); // возбуждение исключительной ситуации типа объект С  
 else   
 throw new C; // возбуждение исключительной ситуации  
// типа указатель на объект класса С}  
void main()  
{int i;   
 try{   
 cin>>i;  
 f(i);   
 }catch(A)   
 {cout<<"A handler"; }   
 catch(B&) {  
 cout<<"B& handler"; }   
 catch(C) {  
 cout<<"C handler"; }   
 catch(C\*) {  
 cout<<"C\* handler"; }   
 catch(A\*) {  
 cout<<"A\* handler"; }  
 catch(void\*) {  
 cout<<"void\* handler"; }}

В данном примере исключительная ситуация класса С может быть направлена любому из обработчиков A, B& или C, поэтому выбирается обработчик, стоящий первым в списке. Аналогично для исключительной ситуации, имеющей тип указателя на объект класса С, выбирается первый подходящий обработчик A\* или C\*. Эта ситуация также может быть обработана обработчиками void\*. Так как к типу void\* может быть приведен любой указатель, то обработчик этого типа будет перехватывать любые исключительные ситуации типа указателя.

# **80. Механизм развертывания стека**

Одним из главных достоинств использования механизма обработки исключительных ситуаций является обеспечение развертывания стека. Развертывание стека – это процесс вызова деструкторов локальных объектов, когда исключительные ситуации выводят их из области видимости.

class add\_class{

private:int num;

public:

add\_class(int a)

{ num=a; cout<<"Constructor "<<num<<endl;}

~add\_class()

{ cout<<"Destructor of add\_class "<<num<<endl; } void show\_num()

{ cout<<" "<<num<<" ";}

void input\_num(int a)

{ num=a; } int output\_num(){return num;}};

add\_class add(add\_class a,add\_class b)

{ add\_class sum(0); // объектов a и b

int s=a.output\_num()+b.output\_num();

if(s>INT\_MAX) throw 1; // генерация исключения типа int sum.input\_num(s);

return sum;}

int main()

{add\_class a(INT\_MAX),b(1),s(0);

try{ // охранный блок s=add(a,b); cout<<"Result"; s.show\_num(); cout<<endl;}

catch(int){ // обработчик исключения типа int cout<<"Overflow error"<<endl;}

return 0;}

Результат выполнения программы:

Constructor 2147483647

Constructor 1

Constructor 0

Constructor 0

Destructor of add\_class -2147483648

Destructor of add\_class 2147483647

Destructor of add\_class 1

Destructor of add\_class -2147483648

Result -2147483648

Destructor of add\_class -2147483648

Destructor of add\_class 1

Destructor of add\_class 2147483647

# **81. Иерархия исключений стандартной библиотеки**

Вершиной иерархии является класс exception (определенный в заголовочном файле <exception>). В этом классе содержится функция what(), переопределенная в каждом производном классе для выдачи сообщения об ошибке. Непосредственными производными классами от класса exception являются классы runtime\_error и logic\_error, имеющие по несколько производных классов. Производными от exception также являются исключения: bad\_alloc, генерируемое оператором new, bad\_cast, генерируемое dynamic\_cast, и bad\_typeid, генерируемое оператором typeid. Класс logic\_error и производные от него классы (invalid\_argument, length\_error, out\_of\_range) указывают на логические ошибки (передача неправильного аргумента функции, выход за пределы массива или строки). Класс runtime\_error и производные от него (overflow\_error и underflow\_error) указывают на математические ошибки переполнения сверху и снизу.

![](data:image/png;base64,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)

# **82. Общее понятие о контейнере**

**Контейнер** – это хранилище объектов (как встроенных, так и определённых пользователем типов). Как правило, контейнеры реализуются в виде шаблонных классов. Стандартная библиотека включает в себя реализации таких контейнеров, как контейнеры последовательностей (вектор (vector), список (list), очередь (deque)), ассоциативные контейнеры(ассоциативный массив (map), множество (set), multiset, multimap), адаптеры контейнеров(stack, queue, priority\_queue).

#include <vector>

int main() { vector <string> vec\_string;

vec\_string.push\_back("апельсин");

vec\_string.push\_back("груша");

vec\_string.push\_back("яблока");

vec\_string.push\_back("вишня");

for (int i = 0; i < vec\_string.size(); i++) {

    cout << vec\_string[i] << " ";} cout << endl;

vec\_string.pop\_back();

for (int i = 0; i < vec\_string.size(); i++) {    cout << vec\_string[i] << " ";  }

return 0;}

# **83. Общее понятие об итераторе**

Итератор – это абстракция указателя, т.е. объект, который может ссылаться на другие объекты, содержащиеся в контейнере. Основные функции итератора − обеспечение доступа к объекту, на который он ссылается (разыменование), и переход от одного элемента контейнера к другому (итерация, отсюда и название итератора). Итераторы обычно создаются как друзья классов, с которыми они работают, что позволяет выполнить прямой доступ к частным данным этих классов. Пример:

int main()

{ vector<int> vect;

vect.push\_back(2);

vect.push\_back(23);

vect.push\_back(12);

copy(vect.begin(), vect.end(), ostream\_iterator<int>(cout,” “);

return 0;}

# **84. Категории итераторов**

Итератор произвольного доступа -> итератор двунаправленного доступа -> итератор однонаправленного доступа->итератор ввода(->итератор вывода). Итераторы ввода (input iterator) стоят в самом низу иерархии итераторов. Это наиболее простые из всех итераторов STL, и доступны они только для чтения.

#include <algorithm> #include <iostream> #include <vector>

int main() { vector<int> v(4);

istream\_iterator<int> ii(cin); //итератор ввода for (int j, i = 0; i < 4; i++){ v[i] = \*ii++;}

copy(v.begin(), v.end(), ostream\_iterator<int>(cout, "\n"));return 0;}

Однонаправленный итератор (forward iterator), который может перемещаться по цепочке объектов в одном направлении, за что и получил свое название. Для такого перемещения в итераторе определена операция инкремента (++). Кроме этого, в однонаправленном итераторе есть операторы сравнения (== и !=), присвоения (=) и разыменовывания (\*).

template void replace (ForwardIterator first, ForwardIterator last, const T& old\_value, const T& new\_value) { while (first != last) { if (\*first == old\_value) \*first = new\_value; firs++t;}}

# **85. Основные итераторы. Итераторы ввода/вывода**

Итераторы ввода (input iterator) стоят в самом низу иерархии итераторов. Это наиболее простые из всех итераторов STL, и доступны они только для чтения. Если итератор ввода предназначен для чтения данных, то итератор вывода (output iterator) служит для ссылки на область памяти, куда выводятся данные.

Для данного итератора определены операторы присвоения (=), разыменовывания (\*) и инкремента (++).

#include <algorithm>

#include <iostream>

#include <vector>

int main()

{ vector<int> v(4);

istream\_iterator<int> ii(cin); //итератор ввода

for (int i = 0; i < 4; i++)

{ v[i] = \*ii++;}

copy(v.begin(), v.end(), ostream\_iterator<int>(cout, "\n"));

return 0;}

# **86. Вспомогательные итераторы**

Вспомогательные итераторы названы так потому, что они выполняют

вспомогательные операции по отношению к основным.

Реверсивные итераторы служит для обхода контейнера с конца (rend()) до начала (rbegin())

void main() { const int init[] = {1, 2, 3, 4, 5};

vector v(5); copy(init, init + 5, v.begin());

copy(v.begin(), v.end(), ostream\_iterator(cout, " "));

copy(v.rbegin(), v.rend(), ostream\_iterator(cout, " "));

//обратный обход}

Результаты работы программы:

1 2 3 4 5

5 4 3 2 1

Итераторы потока:

int main()

{ istream\_iterator<int> is(cin);

ostream\_iterator<int> os(cout, " – введенное значение \n");

int input;

while (input != 999)

{ input = \*is;

\*os++ = input;

is++;}

return 0;}

Константный итератор. Он не допускает изменения данных, на которые он ссылается. Можно считать константный итератор указателем на константу.

list::const\_iterator c\_itr;

# **87. Операции с итераторами**

Первая void advance (InputIterator& itr, Distance& n) - удобная форма инкрементирования итератора itr на определенное число n (itr+n)

Вторая операция измеряет расстояние между итераторами first и second, возвращая полученное число через ссылку n:

void distance(InputIterator& first, InputIterator& second, Distance& n); (n=second-first)

int main()

{ vector<int> vr(4);

int ms[] = { 2,3,4,5 };

copy(ms,ms+4,vr.begin());

auto itbeg = vr.begin();

advance(itbeg, 2);

copy(itbeg, vr.end(), ostream\_iterator<int>(cout, " "));

return 0;}

Результат

4 5

# **89. Контейнеры последовательностей**

Три контейнера последовательностей – vector, list и deque(двунаправленная очередь). Наиболее полезные методы: front и back − для возврата ссылки на первый и последний элемент в контейнере, push\_back и pop\_back – для вставки и удаления последнего элемента контейнера. Методы vector: erase - удаление произвольного элемента, swap - обмен элементами, begin и end - итератор на начало и конец, clear - очистка контейнера, перезагрузка [].

#include <vector>

int main(){

std::vector<int> v,vv;

v.push\_back(2);

v.push\_back(5);

v.push\_back(7);

vv.push\_back(1);

copy(v.begin(), v.end(), ostream\_iterator<int>(cout, " "));

cout << endl;

v.erase(v.begin()+1); //удаляем второй элемент copy(v.begin(), v.end(), ostream\_iterator<int>(cout, " "));

cout << endl;

v.swap(vv);

copy(v.begin(), v.end(), ostream\_iterator<int>(cout, " "));

v.clear();

return 0;}

Результат работы 2 5 7

2 7

1

Контейнерный класс list реализуется как двусвязный список. Шаблон класса list предоставляет еще восемь функций-членов:

splice, push\_front, pop\_front, remove, unique, merge, reverse и sort.

#include <list>

int main(){

std::list<int> v,vv;

v.push\_back(2);

v.push\_back(5);

v.push\_back(7);

vv.push\_back(2);

vv.push\_back(3);

v.merge(vv); //объединение листов v.sort();

copy(v.begin(), v.end(), ostream\_iterator<int>(cout, " "));

cout << endl;

v.remove(2); //удаление всех 2

copy(v.begin(), v.end(), ostream\_iterator<int>(cout, " "));

cout << endl;

return 0;}

Результат работы 2 2 3 5 7

3 5 7

Класс deque объединяет многие возможности классов vector и list.

# **90. Контейнер последовательностей vector**

**vector** обеспечивает непрерывную область памяти для размещения данных, следовательно возможен доступ к любому элементу посредством индексации. Если при добавлении выделенной памяти недостаточно, vector выделяет память большего размера, копирует информацию в выделенную область памяти и освобождает старую. vector поддерживает итераторы произвольного доступа.

Методы vector: erase - удаление произвольного элемента, swap - обмен элементами, begin и end - итератор на начало и конец, clear - очистка контейнера, перезагрузка []. front и back − для возврата ссылки на первый и последний элемент в контейнере, push\_back и pop\_back – для вставки и удаления последнего элемента контейнера.

#include <vector>

int main() {

std::vector<int> v,vv;

v.push\_back(2);

v.push\_back(5);

v.push\_back(7);

vv.push\_back(1);

copy(v.begin(), v.end(), ostream\_iterator<int>(cout, " "));

cout << endl;

v.erase(v.begin()+1); //удаляем второй элемент copy(v.begin(), v.end(), ostream\_iterator<int>(cout, " "));

cout << endl;

v.swap(vv);

copy(v.begin(), v.end(), ostream\_iterator<int>(cout, " "));

v.clear();

return 0;}

Результат работы 2 5 7

2 7

1

# **91. Контейнер последовательностей list**

Контейнерный класс list реализуется как двусвязный список, что позволяет поддерживать двунаправленные итераторы. Эффективно реализует операции вставки и удаления в любое место контейнера. Шаблон класса list предоставляет еще восемь функций-членов: splice, push\_front, pop\_front, remove, unique, merge, reverse и sort.(begin,end)

#include <list>

int main(){

std::list<int> v,vv;

v.push\_back(2);

v.push\_back(5);

v.push\_back(7);

vv.push\_back(2);

vv.push\_back(3);

v.merge(vv); //объединение листов v.sort();

copy(v.begin(), v.end(), ostream\_iterator<int>(cout, " "));

cout << endl;

v.remove(2); //удаление всех 2

copy(v.begin(), v.end(), ostream\_iterator<int>(cout, " "));

cout << endl;

return 0;}

Результат работы 2 2 3 5 7

3 5 7

# **92. Контейнер последовательностей deque**

Класс deque представляет собой двунаправленную очередь. Эффективный индексный доступ. Реализован для эффективных операций вставки в начало и конец. erase - удаление произвольного элемента, swap - обмен элементами, begin и end - итератор на начало и конец, clear - очистка контейнера. front и back − для возврата ссылки на первый и последний элемент в контейнере, push\_back и pop\_back – для вставки и удаления последнего элемента контейнера, push\_front, pop\_front, unique, reverse (begin,end)

#include <deque>

int main()

{ std::deque<int> v;

v.push\_back(2);

v.push\_back(5);

v.push\_back(7);

v.insert(v.begin()+2, 1); //вставка после 2-го элемента 1 copy(v.begin(), v.end(), ostream\_iterator<int>(cout, " "));

cout << endl;

copy(v.rbegin(), v.rend(), ostream\_iterator<int>(cout, " "));

cout << endl;

return 0;}

Результат работы 2 5 1 7

7 1 5 2

# **93. Ассоциативный контейнер multiset**

Ассоциативные контейнеры предназначены для обеспечения прямого доступа посредством использования ключей. В STL имеется четыре ассоциативных контейнерных класса: multiset, set, multimap и map.

Классы multiset и set манипулируют множествами значений, одновременно являющихся ключами. При этом multiset допускает одинаковые ключи, а set нет. Классы multimap и map манипулируют множествами значений, ассоциируемых с ключами. При этом multimap допускает хранение одинаковых ключей с ассоциированными значениями, а map нет.

#include <map>

int main()

{ multimap<int, int> mp;

mp.emplace(1, 1);

mp.emplace(1, 4);

mp.emplace(3, 2);

mp.emplace(2, 4);

cout << mp.find(2)->second << endl;

cout << mp.count(1) << endl;

for\_each(mp.begin(), mp.end(), [](pair<int, int> pr)

{cout << pr.second << "\t"; });

return 0;}

Результат работы

4

2

1 4 4 2

# **94. Ассоциативный контейнер set**

Контейнерный класс set используется для обеспечения быстрого сохранения и доступа к уникальным ключам. При попытке поместить в контейнер set дубликат ключа это действие игнорируется без идентификации ошибки. Данный контейнер поддерживает двунаправленные итераторы.

Класс set контейнера стандартной библиотеки C++ используется для хранения и извлечения данных из коллекции. Значения элементов в элементе set являются уникальными и служат ключевыми значениями, по которым данные автоматически упорядочены. Значение элемента в элементе set не может быть изменено напрямую. Вместо этого старые значения необходимо удалить и вставить элементы с новыми значениями.

set<int,std::less<int>>

По-человечески пишется как set<int> S;

1) Добавление. S.insert(1); S.emplace(3);

2) Удаление S.erase(1);

3) Поиск (Возвращает итератор, указывающий на первое расположение элемента в multiset, имеющего ключ, равный указанному ключу.) S.find(3);

4) Начало (Возвращает итератор, указывающий на первый элемент в multiset.) S.begin()

5) Конец (Возвращает итератор, указывающий на место после завершающего элемента в multiset.) S.end()

6) Возвращает итератор, указывающий на первый элемент в обратном multiset. S.rbegin()

7) Возвращает итератор, указывающий на местоположение, расположенное после завершающего элемента в обратном multiset.

S.rend()

8) Число вхождений ключа в multiset (во всех ассоциативных контейнерах) S.count(3)

9) Возвращает итератор, указывающий на первый элемент в контейнере multiset с ключом, который больше или равен указанному ключу. (во всех ассоциативных контейнерах) S.lower\_bound(3)

10) Возвращает итератор, указывающий на первый элемент в контейнере multiset с ключом, который больше указанного ключа. (во всех ассоциативных контейнерах) S.upper\_bound(3)

11) Проверяет, пуст ли multiset S.empty()

# **95. Ассоциативный контейнер multimap**

Ассоциативный контейнер multimap эффективен для быстрого сохранения и нахождения ключей и ассоциированных с ними значений. Многие методы, используемые в контейнерах set и multiset, применимы к контейнерам map и multimap.

Элементами multimap и map являются объекты pair — пары ключей и соответствующих им значений. Порядок сортировки ключей в контейнере определяется компараторным объектом-функцией less<тип>. В контейнере multimap допускается дублирование ключей. Это означает, что несколько значений могут быть ассоциированы с одним ключом (отношение ”один ко многим”). Например, ученик изучает много предметов, один человек может иметь несколько банковских счетов и т.д.

Контейнер multimap поддерживает двунаправленные итераторы. Для работы с контейнерным классом multimap необходимо подключить заголовочный файл <map>.

Multimap - это ассоциативный контейнер, который содержит отсортированный список пар ключ-значение и разрешает несколько записей с одним и тем же ключом. Элементами multimap являются такие объекты pair – пары ключей и соответствующих им значений.

Библиотека <map>

multimap<int,int,std::less<int>> mm; //объявление multimap

multimap <int,int,std::less<int>>::iterator iter; //итератор для multimap

mm.insert(1, 12); //добавление 1 – ключ, 12 – значение

mm.emplace(1, 23) //добавление 1 – ключ, 23 – значение mm.erase(1) //удаление всех значений с ключом 1

Остальные методы такие же как и в multiset

Обращение к значениям через итератор iter->first // ключ

iter->second //значение

# **96. Ассоциативный контейнер map**

Контейнерный класс mар используется для обеспечения быстрого сохранения и доступа к уникальным ключам и соответствующих значений. При этом между ними устанавливается взаимно однозначное соответствие. Попытка поместить в контейнер mар дубликат ключа игнорируется без идентификации ошибки. Контейнер ар поддерживает двунаправленные итераторы.

map<int,int,std::less<int>> mm;

std::map - это отсортированный ассоциативный контейнер, содержащий пары ключ-значение с уникальными ключами.

Библиотека <map>

map<int,int> mm; //объявление map

Методы и работа с итератором как в multimap

# **97. Адаптер stack**

Адаптеры не предоставляют реализации фундаментальной структуры данных и не поддерживают работу с итераторами. Это отличает их от контейнеров первого класса. Преимущество класса адаптеров состоит в возможности выбирать требуемую базовую структуру данных. Все три класса адаптеров содержат компоненты-функции push и pop, реализуемые посредством вызова соответствующих функций базового класса. Класс stack обеспечивает возможность вставки и удаления данных в базовой структуре с одной стороны. Адаптер stack может быть реализован с любым из контейнеров последовательностей: vector, list и deque(по умолчанию реализуется через deque).

Для класса stack определены следующие операции (реализуемые через соответствующие функции базового контейнера):push — помещение элемента на вершину стека, pop —удаление элемента с вершины стека, tор — получение ссылки на вершину стека, empty — проверки на пустоту стека и size — получение числа элементов стека.
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Библиотека <stack>

stack<int> st

Добавление push(2)

Удаление pop()

Достать вершину стека top()

Пуст ли стек empty()

Количество элементов в стеке size()

# **98. Адаптер queue**

Класс queue предназначен для вставки элементов в конец базовой структуры данных и удаления элементов из ее начала. Адаптер queue реализуется с контейнерами list и deque (по умолчанию).

Наряду с общими для всех классов адаптеров операциями push, pop, empty и size в классе queue имеются операции front — получения ссылки на первый элемент очереди. Back — ссылки на последний элемент очереди.

Библиотека <queue>

queue<int> qe

Добавление push(2)

Удаление pop()

Пуст ли стек empty()

Количество элементов в стеке size()

Получение ссылки на первый элемент front()

Получение ссылки на последний элемент очереди back()

# **99. Адаптер priority\_queue**

Класс priority\_queue используется для вставки элементов в отсортированном порядке в базовую структуру данных и удаления элементов из ее начала. Реализуется с контейнерами vector(По умолчанию) deque.

Элементы в очередь с приоритетом заносятся в соответствии со своим значением. Это означает, что элемент с максимальным значением помещается в начало очереди и будет первым из нее удален, а с минимальным − в конец очереди. Это достигается с помощью метода, называемого сортировкой кучи. Сравнение элементов выполняется функцией-объектом less<Тип> или другой компораторной функцией.

Библиотека <queue>

priority\_queue<int> qe

Добавление push(2)

Удаление pop()

Возвращает константную ссылку на элемент с наивысшим приоритетом(наибольший элемент в верхней части) priority\_queue top()

Пуст ли стек empty()

Количество элементов в стеке size()

# **100. STL-алгоритмы**

Алгоритмы были встроены в контейнерные классы. В STL алгоритмы отделены от контейнеров, что упрощает расширение их числа. Доступ к элементам контейнеров в STL осуществляется посредством итераторов. Каждый алгоритм использует итераторы определённого типа. Например, алгоритм простого поиска (find) просматривает элементы подряд, пока нужный не будет найден. Для такой процедуры вполне достаточно итератора ввода. С другой стороны, алгоритм более быстрого двоичного поиска (binary\_search) должен иметь возможность переходить к любому элементу последовательности и поэтому требует итератора с произвольным доступом. Алгоритмы были встроены в контейнерные классы. В STL алгоритмы отделены от контейнеров, что упрощает расширение их числа. Доступ к элементам контейнеров в STL осуществляется посредством итераторов. Каждый алгоритм использует итераторы определённого типа. Например, алгоритм простого поиска (find) просматривает элементы подряд, пока нужный не будет найден. Для такой процедуры вполне достаточно итератора ввода. С другой стороны, алгоритм более быстрого двоичного поиска (binary\_search) должен иметь возможность переходить к любому элементу последовательности и поэтому требует итератора с произвольным доступом. Вместо менее функциионального итератора можно передавать более функциональный, но не наоборот. Все стандартные алгоритмы описаны в заголовочном файле algorithm, в пространстве имён std.

RanIt − iterator прямого доступа

template <class RanIt>

void sort(RanIt first, RanIt last);

Пример

vector v(4);

v[0] = 3; v[1] = 1; v[2] = 5; v[3] = 2;

sort(v.begin(), v.end());

RanIt − iterator прямого доступа

template <class RanIt>

void sort(RanIt first, RanIt last);

Пример

#include <vector>

#include <iostream>

#include <algorithm>

using namespace std;

void Print(int x) {cout << x << ‘ ‘;}

int main(){

vector<int> v(4);

v[0] = 3; v[1] = 1; v[2] = 5; v[4] = 2;

sort(v.begin(), v.end());

for\_each(v.begin(), v.end(), Print);

return 0 ;} // вывод: 1 2 3 5

# **101. Алгоритмы сортировки sort**

Алгоритмы сортировки sort, partial\_sort, sort\_heap RanIt − iterator прямого доступа

template <class RanIt>

void sort(RanIt first, RanIt last);

Пример

vector v(4); v[0] = 3; v[1] = 1; v[2] = 5; v[3] = 2;

sort(v.begin(), v.end());

Для использования алгоритма sort с тремя параметрами требуется в качестве третьего аргумента использовать указатель на функцию или функциональный объект. Например, для сортировки в обратном порядке требуется включить заголовок <functional>:

sort(v.begin(), v.end(), greater() );

Алгоритм partial\_sort предназначен для сортировки только части массива. partial\_sort(v1.begin( ), v1.begin( ) + 6, v1.end( ) );

Алгоритм sort\_heap предназначен для сортировки накопителя.

Пример

// **partial\_sort()**

#include <iostream> #include <algorithm>

#include <vector> using namespace std;

int main() {

vector<int> v = {5,8,1,3,6,9,7,2,4};

vector<int>::iterator itr;

//displaying before sorting

cout<<"Before sorting: ";

for (itr = v.begin(); itr != v.end(); ++itr)

cout << \*itr << " ";

partial\_sort(v.begin(), v.begin() + 4, v.end());

cout<<"\nAfter sorting: ";

for (itr = v.begin(); itr != v.end(); ++itr)

cout << \*itr << " ";

return 0;}/\*Before sorting: 5 8 1 3 6 9 7 2 4

After sorting: 1 2 3 4 8 9 7 6 5\*/

//**sort()**

#include <vector>#include <iostream>

#include <algorithm>using namespace std;

int main(){

vector<int> v(4);

v[0] = 3; v[1] = 1; v[2] = 5; v[4] = 2;

sort(v.begin(), v.end());

return 0;

// **sort\_heap()**

#include <iostream> #include <vector>

#include <algorithm> using namespace std;

int main(){

int a[] = {11, 22, 36, 17, 3, 25, 1, 2, 7};

vector<int> v(a, a+9);

for (vector<int>::size\_type i=0; i<v.size(); i++)

cout <<v.at(i)<<" ";

sort\_heap(v.begin(), v.end());

for (vector<int>::size\_type i=0; i<v.size(); i++)

cout <<v.at(i)<<" ";

return 0;}.\*11 22 36 17 3 25 1 2 7

result: 1 2 3 7 17 22 25 36 11\*/

# **102. Алгоритмы поиска find**

Алгоритмы поиска find, find\_if, find\_end, binary\_search В приведенной программе использован алгоритм find, выполняющий поиск в векторе v1 значения 5. itr=find(v1.begin(),v1.end(),5);

Далее в программе использована функция find\_if нахождения первого значения вектора v, для которого унарная предикатная функция fun возвращает true: itr=find\_if(v1.begin(),v1.end(),fun);

унарная предикатная функция fun bool fun(T i){return i%2==0;}

Каждый из алгоритмов find и find\_if возвращает итератор ввода на найденный элемент либо (если элемент не найден) итератор, равный v.end(). binary\_search(v1.begin(),v1.end(),3)

для поиска значения 3 в векторе v1 использована функция binary\_search. При этом последовательность элементов вектора в анализируемом диапазоне должна быть отсортирована в возрастающем порядке. Функция возвращает значение bool.

Пример с использованием алгоритмов:

#include <vector> #include <iostream>

#include <algorithm> #define T int

using namespace std;

bool fun(T i){return i%2==0;}

int main(){

T m1[] = {5,3,4,7,3,12};

vector<T> v1(m1,m1+sizeof(m1)/sizeof(T));

ostream iterator<T>out(cout, “ ”);

vector<T>:: iterator itr; cout << “v1: ”;

copy(v1.begin(),v1.end(), out);

itr = find(v1.begin(),v1.end(),5);/\* if itr!= v1.end() – найдено в позиции\*/

itr = find\_if(v1.begin(),v1.end(),fun());/\* if itr!= v1.end() – найден первый чёт эл. вектора\*/

if(binary\_serach(v1.begin(),v1.end(),3);

cout << “число 3 найдено” << endl;

else cout <<“число 3 не найдено”<<endl; retutn 0;}

# **103. Алгоритмы swap**

Алгоритмы swap, iter\_swap и swap\_ranges Данная группа алгоритмов предназначена для выполнения перестановки элементов контейнера. Ниже приведены прототипы данных алгоритмов: template<class A, class B> void swap(const vector<A,В> & L, const vector<A, B> & R); или по-человечески swap(a,b)

Аргументами алгоритма swap являются ссылки на элементы для замены template<class FIter, class SIter>

void iter\_swap(FIter firstIter, SIter secondIter); или по-человечески

deque<int> deq;

iter\_swap ( deq.begin( ), --deq.end( ) ); //– стоит, потому что deq.end( ) указывает на следующий за последним

swap\_ranges

Меняет местами элементы одного диапазона с элементами другого диапазона такого же размера.

Аргументами алгоритма являются два прямых итератора на элементы. template<class FIter, class SIter>

swap\_ranges(FIter firstIter, FIter lastIter, SIter xIter);

алгоритм swap\_ranges используется для перестановки элементов от firstIter до lastIter с элементами начиная с xIter.

или по-человечески vector<int> v1; vector<int> v2;

swap\_ranges ( v1.begin( ), v1.end( ), v2.begin( ) );

Пример

#include <iostream> #include <vector> #include <algorithm>

using namespace std;

int main() { // **swap\_ranges**

vector<char> V1 = { 'a', 'b', 'c', 'd', 'e', 'f' };

vector<char> V2 = { '0', '1', '2', '3', '4' };

vector<char>::iterator itBegin = V1.begin();

vector<char>::iterator itEnd = V1.begin();

itEnd++; itEnd++; // itEnd -> 'c'

vector<char>::iterator itBegin2 = V2.begin();

itBegin2 += 3; // itBegin2 -> '3'

swap\_ranges(itBegin, itEnd, itBegin2);

cout << "V1 => ";

for (char c : V1)

cout << c << " ";

cout << endl; return 0;} /\* V1 => 3 4 c d e f V2 => 0 1 2 a b \*/

// **swap**

vector<int> v1 = { 1, 3, 8, 4 };

vector<int> v2 = { 7, 9, 0 };

swap(v1, v2);

cout << "v1 => ";

for (int i : v1)

cout << i << " ";

cout << endl;

cout << "v2 => ";

for (int i : v2)

cout << i << " ";

cout << endl;/\* v1 => 7 9 0 v2 => 1 3 8 4\*/

// **iter\_swap**

vector<double> V1 = { 1.1, 2.2, 2.7, 2.8, 3.2 };

cout << "V1 => ";

for (double x : V1)

cout << x << " ";

cout << endl;

vector<double>::iterator it1 = V1.begin();

vector<double>::iterator it2 = V1.end();

iter\_swap(it1, it2--);

cout << "V1 => ";

for (double x : V1)

cout << x << " ";cout << endl;}

# **104. Алгоритм merge**

Объединяет все элементы из двух исходных упорядоченных диапазонов в один упорядоченный диапазон назначения.

vector<int> v1a, v1b, v1;

merge ( v1a.begin( ), v1a.end( ), v1b.begin( ), v1b.end( ), v1.begin( ) );

Первый аргумент – с какого элемента из первого диапазона начнем Второй аргумент – до какого элемента из первого диапазона объединять Третий аргумент – с какого элемента из второго диапазона начнем Четвертый аргумент – до какого элемента из второго диапазона объединять Пятый аргумент – в какой будем объединение записывать

Пример

char s[] = "aeiou";

int len = strlen(s);

list<char> list1(&s[0], &s[strlen(s)]);

// Initialize deque1 with 26 copies of the letter x:

deque<char> deque1(26, "x");

// Merge array s and list1, putting result in deque1:

merge(&s[0],&s[len],list1.begin(),list1.end(),

deque1.begin());

deque<char>::iterator i;

cout.precision(10);

for (i = deque1.begin(); i != deque1.end(); ++i)

cout << \*i << endl;

return 0;} /\* вывод: a a e e i i o o u u x x x x x x x x x x x x x x x x\*/

# **105. Алгоритм for\_each**

for-each принимает 3 параметра: 1)итератор на начало, 2)итератор на конец, 3)лямбда-функцию или указатель на функцию

Пример:

#include <map> using namespace std; int main()

{

multimap<int, int> mp; mp.emplace(1, 1);

mp.emplace(1, 4);

mp.emplace(3, 2);

mp.emplace(2, 4);

cout << mp.find(2)->second << endl; cout << mp.count(1) << endl;

for\_each(mp.begin(), mp.end(), [](pair<int, int> pr)

{cout << pr.second << "\t"; }); return 0;}

Данная программа выведет значения мультимапа.

Пример

#include <vector>

#include <iostream>

#include <algorithm>

using namespace std;

void Print(int x) {cout << x << ‘ ‘;}

int main(){

vector<int> v(4);

v[0] = 3; v[1] = 1; v[2] = 5; v[4] = 2;

sort(v.begin(), v.end());

for\_each(v.begin(), v.end(), Print);

return 0 ; /”\* вывод: 1 2 3 5\*/}

# **106. Лямбда-функции**

Лямбда-выражение – более краткий синтаксис для определения объектов-функций. Имеет формат [ ] ( ) { } .

Пример: []() { std::cout << "Hello" << std::endl; }

Также можно сократить: []{ std::cout << "Hello" << std::endl;}

[=]() mutable{} изменяет значение только в своём {}

int n{10};

auto increment = [=]() mutable {

n++;

cout << n << endl; // n = 11};

increment();

cout << n << endl; // n = 10

Получение определенных переменных

По умолчанию выражения [=]/[&] позволяют захватить все переменные из окружения. Но также можно захватить только определенные переменные. Чтобы получить внешние переменные, применяется выражение [&имя\_переменной]:

[=, &m, &n]

// все по значению, а m и n - по ссылке

// можно [this]

Лямбда-функцию можно передать в качестве значения параметра в функцию:

void do\_operation(int a, int b, int (\*op)(int, int)){

std::cout << op(a, b) << std::endl; }

int main(){

auto sum { [](int a, int b) {return a + b;} };

auto subtract { [](int a, int b) {return a - b;} };

do\_operation(10, 4, sum); // 14

do\_operation(10, 4, subtract); // 6}

Универсальное лямбда-выражение принимает как минимум один auto/auto&/const auto& параметр:

auto add = [](auto a, auto b) {return a + b;};

auto print = [](const auto& val){ cout << val << endl; };

# **107-108. Конструктор перемещения, оператор присваивания перемещения, семантика перемещения**

lvalue ссылки – «обычные» ссылки

rvalue ссылки позволяют избежать логически ненуженого копирования

A a;

A& a\_ref1 = a; //lvalue

A&& a\_ref2 = a; //rvalue

Rvalue ссылка ведет себя точно так же, как и lvalue ссылка, за исключением того, что она может быть связана с временным объектом, тогда как lvalue связать с временным (не константным) объектом нельзя.

A& a\_ref3 = A(); // Ошибка!

A&& a\_ref4 = A(); // Ok

Устранение побочных копий

Пример 1: swap объектов через копирование

template <class T> swap(T& a, T& b){

T tmp(a); // полное копирование а

a = b; // полное копирование б

b = tmp; // полное копирование тмп}

Пример 2: swap объектов через перемещение

template <class T> swap(T& a, T& b){

T tmp(std::move(a)); // «передача» а

a = std::move(b); // «передача» б

b = std::move(tmp); // «передача» тмп}

Этот вызов move() возвращает значение объекта, переданного в качестве параметра, но не гарантирует сохранность этого объекта. К примеру, если в качестве параметра в move() передать vector, то можно обоснованно ожидать, что после работы функции от параметра останется вектор нулевой длины, так как все элементы будут перемещены, а не скопированы. Другими словами, перемещение – это считывание со стиранием (destructive read).

Главная задача rvalue ссылок состоит в том, чтобы позволить нам реализовывать перемещение без переписывания кода и издержек времени выполнения (runtime overhead).

Move

Функция move в действительности выполняет весьма скромную работу. Её задача состоит в том, чтобы принять либо lvalue, либо rvalue параметр, и вернуть его как rvalue без вызова конструктора копирования:

template <class T>

typename remove\_reference<T>::type&&

move(T&& a){

return a; }

Теперь всё зависит от клиентского кода, где должны быть перегружены ключевые функции (например, конструктор копирования и оператор присваивания), определяющие будет ли параметр lvalue или rvalue. Если параметр lvalue, то необходимо выполнить копирование. Если rvalue, то можно безопасно выполнить перемещение.

Пусть у нас есть объект clone\_ptr с реализованными конструкторами копирования и перемещения:

T\* ptr;

//копирование

clone\_ptr(const clone\_ptr& p) :

ptr(p.ptr ? p.ptr->clone() : 0) {}

//перемещение

clone\_ptr(clone\_ptr&& p) :

ptr(p.ptr) {p.ptr = 0;}

.clone() – метод, возвращающий копию значения.

Тогда, если нам надо передать значение, есть два варианта:

clone\_ptr<base> p1(new derived);

clone\_ptr<base> p2 = p1;

//для p2 вызывается куча конструкторов

или

clone\_ptr<base> p1(new derived);

// ...

clone\_ptr<base> p2 = std::move(p1);

// в р2 быстро передалась ссылка rvalue р1

Пример реализации конструктора и оператора перемещения для составных классов

class Derived : public Base{

public:

//…

Derived(Derived&& x) // объявлен как rvalue

: Base(std::move(x)),

vec(std::move(x.vec)),

name(std::move(x.name)) { }

Derived& operator=(Derived&& x) // объявлен как rvalue

{Base::operator=(std::move(x));

vec = std::move(x.vec);

name = std::move(x.name);

return \*this;}};

Перемещаемые, но не копируемые типы

К некоторым типам семантика копирования не применима, но их можно перемещать. Например:

• fstream

• unique\_ptr (не разделяемое и не копируемое владение)

• Тип, представляющий поток выполнения

ifstream find\_and\_open\_data\_file(/\* ... \*/);

...

ifstream data\_file = find\_and\_open\_data\_file(/\* ... \*/);

// Никаких копий!

В этом примере базовый дескриптор файла передан из одного объекта в другой, т.к. источник ifstream является rvalue. В любом момент времени есть только один дескриптор файла, и только один ifstream владеет им.

Перемещаемый, но не копируемый тип также может быть помещён в стандартные контейнеры. Если контейнеру необходимо “скопировать” элемент внутри себя (например, при реалокации vector), он просто переместит его вместо копирования.

vector<unique\_ptr<base>> v1, v2;

v1.push\_back(unique\_ptr<base>(new derived()));

// OK, перемещение без копирования

...

v2 = v1;

// Ошибка времени компиляции! Это не копируемый тип.

v2 = move(v1);

// Нормальное перемещение.

При использовании Lvalue ссылок может возникнуть проблема с const/не const аргументами. При использовании семантики пермещения и std::forward() в частности можно избежать этой дурки:

template <class T, class A1>

std::shared\_ptr<T> factory(A1&& a1){

return std::shared\_ptr<T>(new T(std::forward<A1>(a1)));}

Здесь, forward сохраняет lvalue/rvalue параметр, который был передан factory. Если factory был передан rvalue, то при помощи forward и конструктору T будет передан rvalue. Точно так же, если lvalue параметр передан factory, он же будет передан конструктору T как lvalue.

# **109. Паттерны проектирования**

Паттернами проектирования называют решения часто встречающихся проблем в области разработки программного обеспечения. Паттерны проектирования не являются готовыми решениями, которые можно трансформировать непосредственно в код, а представляют общее описание решения проблемы, которое можно использовать в различных ситуациях.

Существуют несколько типов паттернов проектирования, каждый из которых предназначен для решения своего круга задач:

• Порождающие паттерны, предназначенные для создания новых объектов в системе.

• Структурные паттерны, решающие задачи компоновки системы на основе классов и объектов.

• Паттерны поведения, предназначенные для распределения обязанностей между объектами в системе.

Порождающие паттерны отвечают за создание существующих объектов и возможность добавления новых.

В таких случаях на помощь приходит фабрика объектов, локализующая создание объектов. Работа фабрики объектов напоминает функционирование виртуального конструктора, - мы можем создавать объекты нужных классов, не указывая напрямую их типы. В самом простом случае, для этого используются идентификаторы типов. Следующий пример демонстрирует простейший вариант фабрики объектов - фабричную функцию.

enum Warrior\_ID { Infantryman\_ID=0, Archer\_ID, Horseman\_ID };

Warrior \* сreateWarrior( Warrior\_ID id ){

Warrior \* p;

switch (id)

{ case Infantryman\_ID:

p = new Infantryman();

break;

case Archer\_ID:

p = new Archer();

break;

case Horseman\_ID:

p = new Horseman();

break;

default:

assert( false);}

return p;}

Эта функция получает в качестве аргумента тип объекта, который нужно создать, создает его и возвращает соответствующий указатель на базовый класс. Несмотря на очевидные преимущества, у этого варианта фабрики также существуют недостатки. Например, для добавления нового вида боевой единицы необходимо сделать несколько шагов - завести новый идентификатор типа и модифицировать код фабричной функции createWarrior( ).

Структурные паттерны рассматривают вопросы о компоновке системы на основе классов и объектов. При этом могут использоваться следующие механизмы:

• Наследование, когда базовый класс определяет интерфейс, а подклассы - реализацию. Структуры на основе наследования получаются статичными.

• Композиция, когда структуры строятся путем объединения объектов некоторых классов. Композиция позволяет получать структуры, которые можно изменять во время выполнения.

Например, паттерн Composite группирует схожие объекты в древовидные структуры. Рассматривает единообразно простые и сложные объекты.

Паттерны поведения рассматривают вопросы о связях между объектами и распределением обязанностей между ними. Для этого могут использоваться механизмы, основанные как на наследовании, так и на композиции.

Например, паттерн Iterator предоставляет механизм обхода элементов составных объектов (коллекций) не раскрывая их внутреннего представления.

**110. Паттерн Абстрактная фабрика**

**Абстрактная фабрика** — это порождающий паттерн проектирования, который позволяет создавать семейства связанных объектов, не привязываясь к конкретным классам создаваемых объектов.

Представьте, что вы пишете симулятор мебельного магазина. Ваш код содержит:

1. Семейство зависимых продуктов. Скажем, Кресло + Диван + Столик.
2. Несколько вариаций этого семейства. Например, продукты Кресло, Диван и Столик представлены в трёх разных стилях: Ар-деко, Викторианском и Модерне.

Вам нужен такой способ создавать объекты продуктов, чтобы они сочетались с другими продуктами того же семейства. Это важно, так как клиенты расстраиваются, если получают несочетающуюся мебель.

Для начала паттерн Абстрактная фабрика предлагает выделить общие интерфейсы для отдельных продуктов, составляющих семейства. Так, все вариации кресел получат общий интерфейс Кресло, все диваны реализуют интерфейс Диван и так далее.

Далее вы создаёте абстрактную фабрику — общий интерфейс, который содержит методы создания всех продуктов семейства (например, создатьКресло, создатьДиван и создатьСтолик). Эти операции должны возвращать **абстрактные типы** продуктов, представленные интерфейсами, которые мы выделили ранее — Кресла, Диваны и Столики.

Для каждой вариации семейства продуктов мы должны создать свою собственную фабрику, реализовав абстрактный интерфейс. Фабрики создают продукты одной вариации. Например, ФабрикаМодерн будет возвращать только КреслаМодерн, ДиваныМодерн и СтоликиМодерн.
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# **111. Умные указатели**

В С++ есть два типа выделения памяти: статическое и динамическое.

При статическом выделении память освобождается при выходе за scope. При динамическом же выделении память необходимо самостоятельно освобождать с помощью **delete.** Однако у этого есть свои проблемы:

void my\_func()

{ int\* valuePtr = new int(15);

int x = 45;

// ...

if (x == 45)

return;

// here we have a memory leak, valuePtr is not deleted

// ...

delete valuePtr;}

Чтобы избавиться от этих проблем, добавили умные указатели. Их есть три вида: **unique\_ptr, shared\_ptr, weak\_ptr.** Объекты под них принято создавать с помощь. функций **make\_unique()** и **make\_shared().**

Рассмотрим их по отдельности:

1. unique\_ptr является **единственным** указателем на созданный объект. При попытке создания второго указателя на ту же область памяти будет ошибка. Очевидно, что, как следствие, у него **отсутствует конструктор копирования.** Для использования в функциях объектов, созданных через unique\_ptr, есть метод **.get()** и std::experimental::observer\_ptr. Память объекта unique\_ptr очищается после последнего использования.
2. При создании объекта через shared\_ptr на него могут указывать несколько указателей типа shared\_ptr либо weak\_ptr. Создавать weak\_ptr можно только через shared\_ptr. Система ведёт счётчик кол-ва shared\_ptr, указывающих на блок памяти, и очищает её только после **последнего вызова последнего shared\_ptr.**
3. Таким образом, **weak\_ptr создан для указания на объекты shared\_ptr, когда не обязательно их наличие.**

Пример:

int main() {

shared\_ptr Student1 = new Student;

shared\_ptr Student2 = new Student;

Student1.friend = Student2;

Student2.friend = Student1;

return 0;}

В таком случае, если поле .friend – shared\_ptr, то память, выделенная под Student1 и Student2 не будет выделена, т.к. на каждый из них указывает по 2 объекта shared\_ptr, ни один из которых не может быть удалён. В случае, если friend – weak\_ptr, очищение пройдёт успешно, т.к. **weak\_ptr не учитывается в счётчике.**